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ABSTRACT

Machine Learning (ML) algorithms have been increasingly applied to domain areas where
data is available for process automation. However, in the case of imbalanced data applications,
the training process is challenging since ML algorithms intrinsically learn from balanced dis-
tributions. This research proposes Heimdall, a resourceful architecture for online ML through
imbalanced data. Designed as a service for prediction and analysis requests, Heimdall serves
existing applications from external systems, extending artificial intelligence capabilities and
automated processes to traditional applications supervised by experts. The architecture focuses
on efficiently solving imbalance and improving performance through a set of good practices
compiled from mapped studies — such as probability threshold optimization, high-performance
sampling, and ensemble learning. Furthermore, Heimdall proposes and evaluates the efficiency
of novel functionalities. Firstly, a new performance metric corrects precision-recall balance
according to the application’s needs, enhancing probability threshold optimization. Secondly,
the architecture independently automates data management and training pipelines through two
rule-based reactive agents constantly monitoring data changes and model degradation to trigger
processes. These reactive agents compose a strategy for adaptive efficiency, enabling better and
more stable performance by sacrificing efficiency in warm-up conditions, and maintaining ex-
cellent performance and efficiency in hot conditions. To adequately evaluate the architecture,
this study implemented a prototype for one well-studied and severely imbalanced application —
Credit Card Fraud Detection (CCFD). Isolating the improvement of each proposed functional-
ity, the analysis evaluated performance over time and overall performance against related works
through five scenarios. Namely, the results indicated that the prototype achieved excellent per-
formance even with few anomalies, and improved systemic efficiency over time. Finally, the
overall performance achieved comparable results to the best-performing related works.

Keywords: Imbalanced data. Preprocessing. Sampling. Machine Learning. Software archi-
tecture. Reactive agents.






RESUMO

Algoritmos de aprendizado de mdquina tém sido crescentemente utilizado em areas de apli-
cacdo que possuem dados disponiveis para automacdo de processos. No entanto, no caso de
aplicacdes com dados desbalanceados, o processo de treinamento é desafiador, visto que algorit-
mos de aprendizado de méaquina sdo desenvolvidos para aprender, intrinsicamente, de distribui-
coes balanceadas. Esta pesquisa propde Heimdall, uma arquitetura com diversos recursos para
aprendizagem de mdquina ativa através de dados desbalanceados. Projetado como um servigo
para atendimento de requisi¢des de previsdes e andlises, Heimdall serve aplicacdes existentes de
sistemas externos, estendendo recursos de inteligéncia artificial e automatiza¢do de processos
a aplicagOes tradicionais supervisionadas por especialistas. A arquitetura soluciona o desba-
lanceamento através de uma série de boas praticas compiladas em mapeamentos de trabalhos
relacionados — como otimizacao do limiar de probabilidade, amostragem de alto desempenho e
aprendizado em conjunto. Adicionalmente, Heimdall propde e avalia a eficiéncia de funcionali-
dades inovadoras. Primeiramente, uma nova métrica de performance corrige o equilibrio entre
precision-recall de acordo com as necessidades da aplicac@o, aprimorando a otimizac¢ao do li-
miar de probabilidade. Segundamente, a arquitetura automatiza processos de gerenciamento
de dados e aprendizado de mdquina, de forma independente, através de dois agentes reativos
baseados em regras, 0s quais monitoram constantemente as mudancas de dados e degradagdo de
performance do modelo para acionar processos. Esses agentes reativos compdem uma estraté-
gia para eficiéncia adaptativa, habilitando uma performance melhor e mais estavel ao sacrificar
eficiéncia em condicdes iniciais de implantagcdo, e mantendo excelentes performance e eficién-
cia em condi¢des normais da aplicagdo. Para avaliar a arquitetura de forma adequada, o presente
estudo implementou um protétipo para uma aplicacdo conhecida contendo dados severamente
desbalanceados — detec¢do de fraudes em cartdes de crédito. Isolando a melhoria de cada funci-
onalidade proposta, a andlise avaliou a performance no decorrer do tempo e performance global
versus trabalhos relacionados através de cinco cendrios. Especificamente, os resultados indicam
que o protétipo alcancou performance excelente mesmo com poucas anomalias € melhorou a
eficiéncia sistémica no decorrer do tempo. Por fim, a performance global obteve resultados
similares aos melhores resultados em trabalhos relacionados.

Palavras-chave: Dados desbalanceados. Pré-processamento. Amostragem. Aprendizado de
mdquina. Arquitetura de software. Agentes reativos.
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1 INTRODUCTION

Machine Learning (ML) has been increasingly applied to domain areas in which data is
available for process automation. However, the training process is challenging since ML algo-
rithms conceptually learn from balanced distributions (ZHANG; ZHOU; DENG, 2019). There-
fore, learning from unevenly distributed samples can decrease both accuracy and reliability from
the trained model. This characteristic is called imbalance or unbalance (FOTOUHI; ASADI;
KATTAN, 2019).

Imbalanced data occur naturally in the majority of real-world classification problems. Nev-
ertheless, when the ratio between the minority and majority classes is low, the minority classes
tend to be ignored as noise (REKHA; REDDY; TYAGI, 2020). Consequently, the ML model
becomes biased towards the majority classes (WONG; LEUNG; LING, 2014).

The solution for learning from imbalanced data applications can be implemented in two
levels: data, through sampling techniques; and algorithmic, through ML algorithms optimized

for imbalanced data, such as cost-sensitive and ensemble (ZHANG et al., 2017).

1.1 Motivation

Cost-sensitive learning optimizes the models for the training dataset characteristics, being
hard to reapply models to new datasets. Conversely, data level solutions fix the imbalance and
allow the use of standard ML models with multiple datasets (DONG; WANG, 2011). Addi-
tionally, data level solutions enable implementations in conjunction with ensemble ML models,
further improving learning (ZHAO; WANG; YUE, 2020).

In this sense, studies with applications from various domain areas implement sampling tech-
niques to correct imbalanced datasets before learning. This topic displays a growing research
interest, specially since 2019 (VARGAS et al., 2022).

According to results from related works’ reviews (Section 3.2), the research community has
also directed efforts to advance software architectures for online ML, streamlining predictions in
real-time — also known as real-time ML. Hence, online prediction models have been developed
as a service for specific applications, returning predictions when accessed by clients. However,

few works have proposed architectures addressing the imbalance problem.

1.2 Research question

The scenario presented in Section 1.1 leverages opportunities for exploring existing research
on sampling techniques for improving ML, establishing favorable technologies, and defining
new paths for further research. Consequently, the findings from such analysis can outline
requirements for a new software architecture, generalized for imbalanced data applications.

Therefore, this study adheres to the following research question:
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“How should a Machine Learning application be implemented to efficiently solve data
imbalance through sampling techniques and enable online operation for real-time predic-

tions?”

1.3 Objectives

This research work has the main objective of proposing a software architecture which ef-
ficiently solves data imbalance through sampling and ML optimization, and extends external
systems without artificial intelligence capabilities by providing an online interface. The study

segments this goal into the following targets:

* Identify the most commonly used and best-performing sampling techniques and ML mod-
els for imbalanced data applications;

* Analyze and compare online ML architectures, and productive functionalities for au-
tomating and optimizing both general and imbalanced data applications;

* Specify a software architecture (Heimdall) applying a set of good practices from the state
of the art in ML, and proposing novel solutions focused on efficiently solving data imbal-
ance;

* Implement an experimental strategy focused on evaluating performance and efficiency
improvements of the proposed functionalities in a severely imbalanced dataset through a
prototype based on Heimdall. The evaluation must compare results against related works,
analyze active learning and improvements over time.

Specifically, the proposed software architecture limits the scope to supervised ML, depend-

ing on access to a local database of an external system — with labels maintained by the system’s
experts. In addition, the online aspect refers to providing an online server for prediction re-

quests, maintained by an automated pipeline.

1.4 Methodology

The research started by laying the foundations for the subjects needed to understand au-
tomated ML with imbalanced data. Hence, this step studied and detailed imbalanced data,
resulting issues, solutions with sampling techniques, supervised ML, model evaluation, and
optimization.

The second step of this study reviewed related works. This step focused on a systematic
literature review of sampling techniques and ML models for imbalanced data applications. Ad-
ditionally, this step reviewed software topologies for real-time ML in imbalanced data and gen-
eral applications. Finally, this investigation highlighted takeaways and gaps from the reviewed
domains, presenting directions for developing software architectures solving imbalance through

sampling techniques.
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The next step applied directions from the reviews of related works and foundations from the
background to propose Heimdall — a software architecture for online ML with imbalanced data.
This step consisted of the architecture design, defining essential functionalities and resources,
modules, and technologies to build ML systems.

Lastly, the final step implemented a test environment with a prototype based on Heimdall
and evaluated its performance and efficiency, with different configurations, against baseline
architectures. Further analyses compared the results of these configurations against other studies
applying the same dataset, defined whether the study achieved the objectives, and proposed

paths for future studies.

1.5 Structure

This study is divided into six chapters. Chapter 1 introduces the study, contextualizing the
problem and describing the adopted methodology. Later, Chapter 2 provides a background for
understanding imbalanced data and supervised ML. After laying the foundations, Chapter 3
describes related works and lists highlights for developing a ML architecture and improving
imbalanced data applications. Then, Chapter 4 specifies the software architecture Heimdall
through the takeaways and research gaps from Chapter 3. Chapter 5 details the selected dataset,
testing methodology and results. Finally, Chapter 6 summarizes the research and findings, and

presents directions for future research on online ML through imbalanced data.
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2 BACKGROUND

This chapter presents a brief description of the main concepts supporting the theoretical
foundations of this work. Section 2.1 introduces imbalanced data and means for balancing
datasets. Section 2.2 details supervised ML algorithms and their categories, performance met-

rics, optimization, and pipelines for automation.

2.1 Imbalanced data

Ferndndez et al. (2018) state that a dataset is imbalanced when there is a considerable dis-
proportion among the number of instances of each class within the dataset. Consequently,
statistical analyses, such as classification and regression, tend to under represent the minority
classes.

The degree to which a dataset suffers from the imbalance problem is commonly estimated
by the ratio between the minority and majority classes, called the Imbalance Ratio (IR). While
most studies with imbalanced data fixate on IRs ranging between 1:4 and 1:100, several real-
life applications — such as fraud and fault detection — suffer from IRs between 1:1000 and
1:5000. Figure 1 illustrates scatter plots for different IRs in a binary classification problem
(BROWNLEE, 2021).

Figure 1: Imbalanced Ratios in a binary classification problem

Source: Adapted from Brownlee (2021).

According to He and Ma (2013), there are two main issues when analyzing imbalanced data:
* Absolute rarity — Lack of data: when the IR is low and the application recently started
collecting data, the rarity of occurrences from the minority classes deteriorates the real
instance space. Consequently, more data is needed to recognize the real distribution and

dimensionality of the dataset. Applications presenting noise aggravate this problem since
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few instances may cause great spacial changes in the minority class. Figure 2 shows these
characteristics;

* Relative rarity — Inability to learn: most learning algorithms are designed to learn by
optimizing evaluation metrics such as accuracy. Hence, since the majority classes have
proportionally higher instances, the learning process becomes biased — favoring the ma-

jority classes.

Figure 2: Absolute rarity in imbalanced datasets: (a) small sample; (b) adequate sample; (c);
adequate sample with noise

Source: He and Ma (2013).

There are different methods to counter the imbalance problem for enabling learning algo-
rithms. One of the most popular and efficient is called sampling. As the name suggests, the
method creates a new dataset, relatively more balanced, by sampling the original imbalanced
dataset. The solution can apply three types of techniques: oversampling the minority classes;
undersampling the majority classes; or both, called hybrid sampling (HE; MA, 2013). Figure 3

illustrates these techniques.
Figure 3: Sampling types for imbalanced data

e Majority ® Minority e Added Removed

:>-.:-:=. SaE, e,
o:o..': :: ...ﬁ. 2 ....:::..: ...: ::

Original Oversampling Hybrid Undersampling

Source: Created by the author.

While sampling does not solve the issue of absolute rarity, it does alleviate relative rar-

ity. Consequently, learning algorithms can better capture decision boundaries between majority
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and minority classes (HE; MA, 2013). Incidentally, applications with learning tend to apply

sampling techniques in preprocessing, feeding learning algorithms with balanced datasets.

2.2 Supervised Machine Learning

According to Géron (2017), “ML is the science of programming computers so they can
learn from data”. Specifically, supervised ML encompasses learning algorithms trained with
examples of desired solutions to the learned task. The two most typical tasks are grouped
in classification, for categorical identification, and regression, for numerical value prediction.
Hence, ML enables humans to automate these tasks and make accurate predictions for new data
using computer applications.

Technically, supervised ML algorithms are said to extract knowledge from a training dataset
composed of a set of input features and the expected output, commonly called label. These al-
gorithms build a ML model after learning from the training dataset, which then can be used
to predict the output of unseen input data — called test datasets. A good model can general-
ize the training dataset in order to accurately predict the outputs of test datasets (MULLER;
GUIDO, 2017). Figure 4 illustrates an example of a training dataset for potential boat customer

prediction, as well as a generalization performance for different model complexities.

Figure 4: Supervised Machine Learning: (a) example of training dataset; (b) generalization
performance for different model complexities
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Source: Miiller and Guido (2017).

ML models can be grouped in different categories, correlated according to their learning
algorithms. Classical models, such as K-Nearest Neighbors (KNN) and Decision Trees (DTs),
are widely used and extensively studied over the last decades. In addition, ensemble algorithms
combine multiple classical models to create more powerful and complex models. The most
common and effective ensemble models derive from multiple DTs, like Random Forest (RF)
and AdaBoost. Finally, Neural Networks (NN) models create probability-weighted associations

based on the mechanics of the human brain. Their structure is usually customized to specific
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applications (MiLLER; GUIDO, 2017).

2.2.1 Model evaluation and optimization

A good model generalizes to new data. As illustrated in Figure 4b, the model needs not
to perfectly fit the training dataset, but to make accurate predictions of data unobserved during
training. Therefore, to estimate the performance with only training data, evaluation strategies
usually partition the training dataset into two sets: train, used for training; and test, used for
evaluating performance (MiLLER; GUIDO, 2017).

However, there are more robust and commonly accepted strategies for assessing the model
performance, such as the statistical method of cross-validation. For instance, k-fold, one of the
most commonly used algorithms, splits the training dataset into k parts of equal size — usually
between five to ten. Then, the algorithm evaluates the model with the & folds, achieving a better
representation of the model’s performance. Figure 5 shows a visual representation of a five-fold
for model evaluation (MiiLLER; GUIDO, 2017).

Figure 5: Five-fold cross validation

seiit 1 A 7 . 7 A AL 7. |
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& soieag 2 W 777777777 X, i 7 g Test duts
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Fold 1 Fold 2 Fold 3 Fold 4 Fold 5
Data points

Source: Miiller and Guido (2017).

Model performance varies according to the application since each application has different
priorities. In a binary classification problem, the predicted output can be True Positive (TP),
True Negative (TN), False Positive (FP), or False Negative (FN). While some applications may
prioritize detecting positive instances and ignoring false instances, others may prioritize avoid-
ing false instances and catching remaining positive instances. Thus, the existing literature de-
veloped different metrics for evaluating ML models. Table 1 presents some of the most common
metrics for classification problems — where every metric ranges between 0 and 1.

In addition to the metrics in Table 1, ML classification models can be better evaluated and
optimized by analyzing probability curves. For instance, when a ML model predicts the output
of a binary classification problem, the assigned value corresponds to the probability for belong-
ing to the positive class — ranging between 0 and 1. ML models default to defining a probability
threshold of 0.5, classifying any probability higher than the threshold as positive. Nonethe-
less, the ML model can be optimized by varying the probability threshold, achieving favorable
results (BROWNLEE, 2021).

One method for estimating the ML model capability is calculating the Area Under the Curve
(AUC) score of probability curves — such as Receiver Operating Characteristic (ROC) and
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Table 1: Basic Machine Learning performance metrics for classification problems

Metric Definition Description
A TP+ TN C t dicti t M th
ccuracy  acc = orrect prediction rate. Measures the pro-
TP+TN+FP+FN portion of correct predictions in all instances.
TP
Recall rec = —m———— True positive rate. Measures the propor-
TP+ FN . e .
tion of positive instances actually assigned as
positive. Also called sensitivity.
TN
Specificity spe = ————— True negative rate. Measures the propor-
TN + FP . o .
tion of negative instances actually assigned
as negative. Complements recall.
.. TP . . .
Precision pre = TP FP Measures the proportion of assigned positive

instances that are truly positive.

G-Mean gm = \/rec- spe Geometric mean. Measures the relative bal-
ance between the performances of both pos-
itive and negative classes.

(14 «)-rec-pre

F-Measure fm= Weighted harmonic mean of precision and

sensitivity for any weighting factor o« >

0,a € R. Also called F1-score.

IBA iba =[1+ a - (rec — spe)] - M Index of Balanced Accuracy. Measures a
metric M favoring the positive class by a

weighting factor « > 0, € R.

o - pre—+rec

Source: Created by the author.

Precision-Recall (PR). ROC and PR curves explore the trade-off between correctly classified
positive instances and misclassified negative instances for different probability thresholds (HE;
MA, 2013). Figure 6 illustrates the effect of changes in the probability threshold for precision
and recall. Additionally, Figure 7 shows PR curves of classifiers by varying the threshold.

The curves in Figure 7 demonstrate that the classifier C1 has a smaller AUC than C2. Con-
sequently, the latter has better capabilities for classification, enabling optimal combinations of
PR - according to the application’s priorities. This resource is particularly useful for imbal-
anced data applications, where the ML model needs sensitivity to the minority classes without
overfitting (HE; MA, 2013).

Finally, in addition to the probability threshold, every ML algorithm has different parameters
for learning. For instance, Support Vector Machine (SVM) has a kernel function, a kernel band-
width (gamma), and a regularization parameter (C). The literature presents different methods
for optimizing these parameters, ranging from exhaustive search to heuristic strategies. Grid
search, the most commonly used, tests a predefined set of parameters to find the best overall
performance (MiLLER; GUIDO, 2017). Figure 8 shows results from a grid search for a SVM

model with cross-validation.
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Figure 6: Probability threshold optimization visual representation
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Figure 7: Precision-Recall curves
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2.2.2 Pipelines

The essential benefit of ML comes from the automation of real-life tasks. When new training
data becomes available in an application, a workflow should automatically trigger the execution
of processes, such as data validation, model training and deployment. Hence, current auto-
mated applications develop ML pipelines — responsible for maintaining ML models, recording
historical model changes, and standardizing configurations (HAPKE; NELSON, 2020).

A pipeline is a recurring cycle. Computationally, a pipeline executes in a feedback loop,



Figure 8: Grid search results for SVM with cross-validation
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0 1 p) 3 38 39 40 M
param_( 0.001 0.001 0.001 0.001 0.1 1 10 100
param_gamma  0.001 0.01 0.1 1 NaN NaN NaN NaN
param_kernel rbf rbf rbf rbf linear linear linear linear
mean_test_score  0.37 0.37 0.37 0.37 0.95 0.97 0.96 0.96
rank_test_score 27 27 27 27 1 1 3 3
split0_test_score  0.38 0.38 0.38 0.38 0.96 1 0.96 0.96
split1_test_score 0.35 0.35 0.35 0.35 0.91 0.96 1 1
split2_test_score 0.36 0.36 0.36 0.36 1 1 1 1
split3_test_score  0.36 0.36 0.36 0.36 0.91 0.95 0.91 0.91
split4_test_score  0.38 0.38 0.38 0.38 0.95 0.95 0.95 0.95
std_test_score  0.011 0.011 0.01 0.011 0.033 0.022 0.034 0.034

Source: Adapted from Miiller and Guido (2017).

continuously creating triggers to run specific processes. A basic model cycle starts collecting,
validating and preprocessing data for training. Then, the pipeline optimizes and validates the
model for deployment. Finally, the model stays constantly analyzed to start a new cycle when
the performance from the previous training data does not represent the current instance space,
reducing the model’s performance (HAPKE; NELSON, 2020). Figure 9 illustrates this cycle.

Figure 9: Basic automated Machine Learning pipeline

(===
-

Model
training

Data
validation

Data
preprocessing

Data ingestion/
versioning

A

Model
validation

Model
deployment

Model
feedback

Model
analysis

88 - -

Source: Hapke and Nelson (2020).

.

Namely, the engineering design of a ML application has to break down the stages of the
pipeline into manageable tasks — a ML life cycle MCMAHON, 2021).

2.3 Final considerations

This chapter provided essential information for understanding imbalanced data, resulting
issues, and how to solve them with sampling techniques. Additionally, the second section de-
tailed supervised ML, how to evaluate and optimize models, and the foundation for developing

automated ML systems.
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3 RELATED WORKS

This chapter presents two studies on published papers applying ML through imbalanced
data. Section 3.1 presents a systematic mapping of sampling techniques for ML applications
with imbalanced data, analyzing both techniques and ML models. In addition, Section 3.2
shows two reviews of supervised ML software architectures — dividing into ones focused on
imbalanced data and others for general applications. Finally, Section 3.3 discusses key aspects
from these studies, highlighting research gaps and relevant features for the architecture proposed
in Chapter 4.

3.1 Imbalanced data preprocessing for Machine Learning

This study, published in the journal “Knowledge And Information Systems” (VARGAS
et al., 2022), has the main objective of reviewing papers solving ML in imbalanced data appli-
cations through data level preprocessing techniques. Additionally, this work details the analyzed
works’ domain areas and solutions — specifying current and effective sampling techniques and
ML models, thus serving as a basis for future works. Structured as a systematic mapping study,
the search process found 9,927 papers through seven digital libraries. From these, an eight-step
filtering process selected 35 papers for analyses and discussions.

The section is organized as follows: Section 3.1.1 describes related literature reviews and
this study’s contribution; Section 3.1.2 details the materials and methods used in this literature
review; Section 3.1.3 answers research questions, discusses results, and presents taxonomies
and illustrations of the findings; and, finally, Section 3.1.4 provides conclusions and lessons

learned from the study.
3.1.1 Related works

The research method described in Section 3.1.2 yielded 5 reviews and surveys address-
ing techniques for dealing with the imbalance problem generally (KAUR; PANNU; MALHI,
2019; FELIX; LEE, 2019; SPELMEN; PORKODI, 2018; SUSAN; KUMAR, 2020; SHA-
KEEL; SABHITHA; SHARMA, 2017). Additionally, 19 reviews analyzed solutions limited to
specific applications (JOHNSON; KHOSHGOFTAAR, 2019; LI; MAO, 2014; BUDA; MAKI,;
MAZUROWSKI, 2018; BHATORE; MOHAN; REDDY, 2020; SIRSAT; FERME; CAMARA,
2020; THANOUN; YASEEN, 2020; CHUGH; KUMAR; SINGH, 2021; ISHTIAQ et al., 2020;
HU et al., 2018; BENHAR; IDRI; FERNANDEZ-ALEMAN, 2020; IDRI et al., 2018; LEI
et al., 2020; ZHANG et al., 2021; AMARASINGHE; APONSO; KRISHNARAJAH, 2018;
PRISCILLA; PRABHA, 2019; LI; JING; ZHU, 2018; PANDEY; MISHRA; TRIPATHI, 2021;
MALHOTRA, 2015; GUZELLA; CAMINHAS, 2009).

This section describes general and application-limited reviews in Sections 3.1.1.1 and 3.1.1.2,
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respectively. Moreover, Section 3.1.1.3 details this study’s contribution.

3.1.1.1 General reviews and surveys

Kaur, Pannu and Malhi (2019) presented an in-depth literature review on the imbalanced
data challenges for ML. The paper extensively details solution methods in ML, exploring pre-
processing techniques, cost-sensitive learning, algorithm-centered and hybrid methods. The
authors structured and analyzed works through domain areas and corresponding applications.
Additionally, the authors described and compared ML algorithms applied to metrics obtained
in the selected studies.

Felix and Lee (2019) reviewed published studies on preprocessing techniques for general
ML applications. The work focuses on evaluating the quality of published papers, highlighting
the score per data-related issues and preprocessing techniques — hence directing future works.

Spelmen and Porkodi (2018) detailed solutions from papers handling imbalanced data on
both data and algorithmic levels — including hybrid models. The study describes the proposed
solution and results for each work through a discussion organized by solution methods.

Susan and Kumar (2020) surveyed studies on preprocessing techniques for ML applications.
The paper thoroughly describes sampling methods and how each analyzed work implemented
the proposed solutions. Finally, the survey also summarizes experimental procedures, details,
and reported results.

Shakeel, Sabhitha and Sharma (2017) reviewed works on preprocessing techniques for ML
binary and multiclass classification. The authors briefly described classification algorithms,
preprocessing, and ensemble methods.

Furthermore, the reviewed papers (KAUR; PANNU; MALHI, 2019; FELIX; LEE, 2019;
SPELMEN; PORKODI, 2018; SUSAN; KUMAR, 2020; SHAKEEL; SABHITHA; SHARMA,
2017) discuss strengths, weaknesses, applications, and opportunities for future works. Table 2
outlines relevant topics of these papers: reference, data level preprocessing as the only solution
method, ML-only applications, Quality Assessment (QA), and primary focus. The topic is
classified as partially when the study covers balancing solutions different than sampling for

preprocessing — such as cost-sensitive and ensemble learning, or applications without ML.

Table 2: Details of topics from related works

Work Preproc. ML QA Primary focus

Kaur, Pannu and Malhi (2019) Part. Yes No Applications and results

Felix and Lee (2019) Yes Part. Yes Quality assessment

Spelmen and Porkodi (2018) Part. Part. No Solution description

Susan and Kumar (2020) Yes Yes No Solution description and results

Shakeel, Sabhitha and Sharma (2017) Part. Yes No Classification applications
Source: Created by the author.
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3.1.1.2  Application-focused reviews and surveys

The research method also found 19 reviews addressing solutions for specific imbalanced
data and ML applications. These papers explore: classification algorithms (JOHNSON; KHOSH-
GOFTAAR, 2019; LI; MAO, 2014; BUDA; MAKI; MAZUROWSKI, 2018), credit risk evalua-
tion (BHATORE; MOHAN; REDDY, 2020), disease diagnosis (SIRSAT; FERME; CAMARA,
2020; THANOUN; YASEEN, 2020; CHUGH; KUMAR; SINGH, 2021; ISHTIAQ et al., 2020;
HU et al., 2018; BENHAR; IDRI; FERNANDEZ-ALEMAN, 2020; IDRI et al., 2018), fault di-
agnosis (LEI et al., 2020; ZHANG et al., 2021), transaction fraud detection (AMARASINGHE,;
APONSO; KRISHNARAJAH, 2018; PRISCILLA; PRABHA, 2019), software defect predic-
tion (LI; JING; ZHU, 2018; PANDEY; MISHRA; TRIPATHI, 2021; MALHOTRA, 2015), and
spam filtering (GUZELLA; CAMINHAS, 2009). Furthermore, some of these papers also limit
reviewed studies by the ML algorithms, covering only boosting (LI; MAO, 2014), Convolu-
tional Neural Networks (CNN) (BUDA; MAKI; MAZUROWSKI, 2018), and Deep Learning
(DL) JOHNSON; KHOSHGOFTAAR, 2019; HU et al., 2018).

3.1.1.3 Contribution

Although there is a large number of studies addressing imbalanced data through preprocess-
ing, Felix and Lee (2019) affirm that there is a lack of literature reviews in order to assert the

reliability of the proposed techniques.

Related works mainly focus on specific applications (JOHNSON; KHOSHGOFTAAR, 2019;
LI; MAO, 2014; BUDA; MAKI; MAZUROWSKI, 2018; BHATORE; MOHAN; REDDY, 2020;
SIRSAT; FERME; CAMARA, 2020; THANOUN; YASEEN, 2020; CHUGH; KUMAR; SINGH,
2021; ISHTIAQ et al., 2020; HU et al., 2018; BENHAR; IDRI; FERNANDEZ-ALEMAN,
2020; IDRI et al., 2018; LEI et al., 2020; ZHANG et al., 2021; AMARASINGHE; APONSO;
KRISHNARAJAH, 2018; PRISCILLA; PRABHA, 2019; LI; JING; ZHU, 2018; PANDEY;
MISHRA; TRIPATHI, 2021; MALHOTRA, 2015; GUZELLA; CAMINHAS, 2009). Addition-
ally, other works focus on describing the solutions proposed by the reviewed papers (KAUR;
PANNU; MALHI, 2019; SPELMEN; PORKODI, 2018; SUSAN; KUMAR, 2020; SHAKEEL;
SABHITHA; SHARMA, 2017), or assessing their quality (FELIX; LEE, 2019).

Conversely, this review aims to quantitatively detail sampling techniques and ML models in
imbalanced data applications. This approach centers on structuring and analyzing publication
data from different domains. In this sense, the study enables the creation of two taxonomies of
sampling techniques and ML models tested in the reviewed studies. Additionally, this analysis
may outline novel findings on performance and correlation with domain areas.

The quantitative analysis evaluates the reliability of sampling techniques and ML models
through the number and relative performance by comparing the ratio between selected and

tested methods in the reviewed studies. Moreover, this study searches for simulation-based
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solutions as support for future implementations.

Expanding related reviews from Table 2, this study covers both preprocessing and ML, as-
sessing the studies’ quality through answers for the Research Questions (RQs). Finally, the pub-
lication date gap may also contribute by including more recent studies. Related works covered
their most recent papers from 2017 (SPELMEN; PORKODI, 2018; SHAKEEL; SABHITHA;
SHARMA, 2017), 2018 (KAUR; PANNU; MALHI, 2019; FELIX; LEE, 2019), and 2020 (SU-
SAN; KUMAR, 2020).

3.1.2 Research method

This work applied a systematic mapping methodology for conducting an evidence-based
literature review of research publications addressing preprocessing techniques for imbalanced
data in ML applications. Generally used to identify, aggregate, and classify studies on the
research topic, the methodology aims to be unbiased and replicable (KITCHENHAM et al.,
2010; COOPER, 2016).

Oriented by the guidelines proposed by Petersen, Vakkalanka and Kuzniarz (2015), this sys-
tematic mapping defined the following procedures: (1) Research Questions; (2) Search strategy;

(3) Papers filtering; and (4) Quality Assessment.

3.1.2.1 Research Questions

Accurate RQs are the key to finding a good sample of articles on a domain area (De Almeida
et al., 2020). Hence, a preliminary research and analyses of the resulting articles defined this
study’s questions. These questions guided the discovery and characterization of studies apply-
ing sampling techniques for improving ML applications with imbalanced datasets.

This study divided RQs into three sets, shown in Table 3:

e General Question (GQ): it states the main research focus;

» Focused Questions (FQs): these five questions detail existing solutions in order to struc-

ture models, identify patterns, limitations, and gaps for future research;

e Statistical Questions (SQs): these two questions comprise bibliography information for

chronological analysis and QA.

3.1.2.2 Search strategy

The study defined three steps for the search strategy: (1) specify search string; (2) select
databases; and (3) collect results. The first step identified the major terms and their most relevant
synonyms — based on preliminary research and related works. Subsequently, the search string
merged the major terms with their synonyms with Boolean operators. Table 4 presents the

specified string.
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Table 3: Research Questions

RQ# Description

GQ1 How have preprocessing techniques been used to optimize Machine Learning from
imbalanced datasets?

FQ1 What are the domain areas of Machine Learning applications with imbalanced
datasets?

FQ2 Which preprocessing techniques are used to balance imbalanced datasets for Machine
Learning training?

FQ3 Are there any studies that use simulation data for preprocessing imbalanced datasets?

FQ4 Which Machine Learning models are used in imbalanced data applications?

FQ5 Which development tools are used for implementing the proposed solutions? (pro-
gramming language, package, or software)

FQ6 Are there any correlations between domain areas and preprocessing techniques or
Machine Learning models?

SQ1 How has the quantity of studies evolved? (publications per year)

SQ2  Where have the studies been published? (type of venue and digital library)

Source: Created by the author.

The preliminary research found other combinations of search terms yielding numerous re-
sults — such as “filtering” for “preprocessing”, and “class imbalance” for “imbalanced data”.
However, these synonyms created negative effects. For instance, “filtering” resulted in too many
irrelevant signal noise reduction works, and “class imbalance” biased results towards general

classification problems.

Table 4: Search string

Major term Search terms

Imbalanced data ((*“imbalanced data” OR ‘““imbalanced dataset” OR “imbalanced data
set” OR “unbalanced data” OR “unbalanced dataset” OR “unbalanced
data set”)
AND

Preprocessing (preprocessing OR pre-processing OR preparation)
AND

Machine Learning (“machine learning” OR “deep learning” OR “artificial intelligence’))

Source: Created by the author.

Secondly, the search strategy encompassed seven digital libraries: Association for Comput-
ing Machinery (ACM), IEEE Xplore, Institution of Engineering and Technology (IET), Science
Direct, Scopus, Springer Link, and Wiley. The selection of these libraries prioritized well-
known research sources with multidisciplinary fields, which is essential to finding applications
in various areas of knowledge — as suggested by Silva and Braga (2020).

Finally, in addition to the search string as the search query, the research applied filters for
language and type of venue according to the filtering process — when available in the digital

library.
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3.1.2.3 Papers filtering

The collected papers went through a filtering process, removing studies unrelated to sam-
pling techniques for ML applications. The following Exclusion Criteria (EC) supported the
filtering process:

* ECI: the study is not written in English;

* EC2: the study venue is neither conference nor journal;

e EC3: the study matches the keywords defined in the search string, but the context is
different from the research purposes;

* EC4: the study is a literature review (Section 3.1.1);

e EC5: the study is not accessible in full-text;

* EC6: the study is a short paper (4 pages or less);

» EC7: the solution focuses on algorithmic level techniques for imbalanced data;

* ECS8: the study does not detail the sampling techniques or ML models implemented in
the solution — answering FQ2 and FQ4;

* EC9: the study validates the proposed solution through datasets from multiple applica-

tions.

Papers filtering started at the initial search from each digital library, removing results com-
plying with EC1 and EC2. This process did not have any date restraint, therefore collecting all
results published in conferences or journals, and written in English. Then, one filter by title and
one filter by abstract extracted studies meeting EC3 and EC4. After that, a combination of the

remaining papers removed repeated works.

Subsequently, the original papers went through a filter based on the three-pass method (Ke-
shav S., 2007), excluding papers complying with EC5, EC6, and EC7. Finally, a careful full-text
read selected the most representative works for the research purposes. The final step rejected

algorithmic level solutions, low-quality papers, and papers without a single predetermined ap-
plication — meeting EC7, EC8, or EC9.

3.1.2.4 Quality Assessment

Following the scoring system proposed by Kitchenham et al. (2010), this study evaluates
the selected papers’ quality applying FQs 1 to 5 — since they inherently structure the research.
Table 5 presents the QA scores, attributing better values for more satisfactory answers through a
classification between Yes (Y), Partially (P), and No (N). Additionally, this study also presents

the H-Index, year of publication, and type of venue of each paper.



Table 5: Quality scores for the answers of Research Questions

Answer Score Criterion

Y 1.0 The paper entirely answers the question
P 0.5  The paper partially answers the question
N 0.0  The paper does not address the topic

Source: Created by the author.

3.1.3 Results
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The collection of results in all seven digital libraries integrated 9,927 studies. After an

eight-step filtering process, the selection of the representative works resulted in the 35 papers

indicated in the QA (Table 6). Figure 10 details the filtering process.

Figure 10: Filtering process

Initial Language Filter by title Filter by . Duplicate Filter by three- Filter by full- Representative
search and venue (EC3, EC4) abstract Combination removal step read (EC5, | text read (EC7, works selection
) (EC1, EC2) ’ (EC3, EC4) EC6, EC7) EC8, EC9) o
1.86% 86.11% 80.63%
ACM filtered filtered filtered
1,401 1,375 191 37
1.11% 24.72% 43.28%
IEEE ﬁl[crc; ﬂltcrcdo ﬂhercdo
Xplore 90 89 67 38
10.67% 79.10% 50.00%
IET filtered filtered filtered
75 67 14 7
: 5.70% 92.36% 78.09% 7.84% 66.67% 64.29%
Science ﬁl[crcci) ﬂltcrcdo ﬂhercdo L filtered filtered filtered 35
Direct C
4,495 4,239 324 71 319 294 98
8.96% 54.64% 30.12%
Scopus filtered filtered filtered
201 183 83 58
S 10.96% 83.08% 82.88%
DLIESY filtered filtered filtered
Link 3.139 2,795 473 81
12.55% 76.74% 74.77%
Wlley filtered filtered filtered
526 460 107 27
7.24% 86.33% 74.66%
Total filtered filtered filtered
9,927 9,208 1,259 319

Source: Created by the author.

The selected studies completely answer FQs 1 to 4, so Table 6 merges their quality score in

the column FQ1-FQ4. The only majorly unanswered question details development tools (FQ5).

Therefore, all works have their QA between 4 and 5. This result indicates good quality papers

— detailing application, sampling techniques, and ML models.
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Table 6: Quality Assessment

ID Work Venue FQ1-FQ4 FQ5 QA H-Index
1 Wang and Ye (2020) Journal 1.0 00 4.0 110
2 Liu, Ma and Cheng (2020) Journal 1.0 00 4.0 127
3 Tra, Duong and Kim (2019) Journal 1.0 00 4.0 119
4 Shamsudin et al. (2020) Conference 1.0 00 4.0 20
5 Haldar et al. (2019) Conference 1.0 00 4.0 -
6 Lee and Kim (2020) Journal 1.0 1.0 5.0 68
7  Gici¢ and Subasi (2018) Journal 1.0 00 4.0 38
8 Yanetal. (2016) Journal 1.0 1.0 5.0 180
9  Tashkandi and Wiese (2019) Conference 1.0 1.0 5.0 -
10 Vuetal. (2016) Conference 1.0 00 4.0 -
11  Purnami and Trapsilasiwi (2017) Conference 1.0 00 4.0 -
12 Chang, Lin and Liu (2019) Conference 1.0 00 4.0 -
13 Dewi et al. (2020) Conference 1.0 00 4.0 -
14 Zhou et al. (2020) Conference 1.0 05 45 -
15 Zhang et al. (2019) Journal 1.0 0.0 40 71
16 Rustam et al. (2019) Journal 1.0 0.0 4.0 22
17 Santos et al. (2015) Journal 1.0 05 45 103
18 Smiti and Soui (2020) Journal 1.0 05 45 66
19 Mahadevan and Arock (2021) Journal 1.0 05 45 70
20 Malhotra and Lata (2020) Journal 1.0 1.0 5.0 43
21 Faris et al. (2020) Journal 1.0 0.0 4.0 18
22 Han et al. (2019) Journal 1.0 05 45 44
23 Marqués, Garcia and Sanchez (2013) Journal 1.0 00 4.0 108
24 Maetal. (2019) Journal 1.0 0.0 4.0 52
25 Gangwar and Ravi (2019) Conference 1.0 1.0 50 -
26 Jiang and Li (2021) Journal 1.0 1.0 5.0 130
27 Malhotra and Kamal (2019) Journal 1.0 1.0 5.0 143
28 Cohen et al. (2006) Journal 1.0 00 4.0 87
29 Filho et al. (2019) Conference 1.0 05 45 76
30 Liuetal. (2017) Journal 1.0 05 45 92
31 Yan et al. (2020) Journal 1.0 0.0 4.0 184
32 Jiang et al. (2019) Journal 1.0 0.0 4.0 4
33  Pereira et al. (2020) Journal 1.0 0.0 4.0 102
34  Zhou (2013) Journal 1.0 1.0 5.0 121
35 Nnamoko and Korkontzelos (2020) Journal 1.0 00 4.0 87

Source: Created by the author.

3.1.3.1 GQI: How have preprocessing techniques been used to optimize Machine Learning

from imbalanced datasets?

Data preparation is fundamental for ML. Hence, several preprocessing techniques can be
applied to improve the learning process in applications with imbalanced datasets.
Cohen et al. (2006) published the first study filtered in the search process. The authors

proposed the use of two clustering techniques in a hybrid model: Agglomerative Hierarchi-
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cal Clustering (AHC)-based oversampling and K-Means-based undersampling. Tested against
Random UnderSampling (RUS) and Random OverSampling (ROS), the hybrid model achieved
the most effective results with five different ML models — improving hospital-acquired (noso-
comial) infection prediction.

Lee and Kim (2020) also compared RUS, ROS, and a hybrid approach (RUS+ROS) with
different sampling probabilities for DL-based toxicity classification in nuclear receptor com-
pounds. The hybrid model enhanced specificity and sensitivity without compromising accuracy
for two models — SCFP and FP2VEC.

Other works also create hybrid models combining RUS and oversampling through synthetic
sample generation. Mahadevan and Arock (2021) advanced ensemble learning by using RUS
and Synthetic Minority Oversampling TEchnique (SMOTE). The system achieved the best re-
sults for review rating prediction in e-commerce — compared to other models. RUS+SMOTE

avoided induced bias and loss of useful information.

Complementary hybrid models applied clustering techniques for undersampling with syn-
thetic oversampling. Rustam et al. (2019) applied Edited Nearest Neighbour (ENN) and SMOTE
for improving the performance of cerebral infarction detection in hospital patients through
SVM. The experimental results show that the performance of SVM classifiers is improved
by using these techniques — which produce better accuracy as a hybrid algorithm rather than
individually.

Similarly, Chang, Lin and Liu (2019) implemented hybrid sampling with ENN and ADAp-
tive SYNthetic sampling (ADASYN) for enhancing the sensitivity of fraud identification in
telephones through Stacked-SVM. Han et al. (2019) developed a credit scoring solution pre-
processed by a Gaussian Mixture Model (GMM)-based majority undersampling and SMOTE.
Based on tested ML metrics with both Logistic Regression (LR) and Decision Trees (DT), the
authors assessed that the proposed algorithm generally performs better than eleven standard
sampling algorithms.

Marqués, Garcia and Sanchez (2013) also proposed credit scoring solutions by testing eight
undersampling and oversampling techniques with LR and SVM. The authors concluded that
oversampling generally outperforms undersampling for both ML models. Following a con-
gruent path, Pereira et al. (2020) compared eight well-known sampling techniques in order to
identify COVID-19 from a record of chest X-Ray images. The most effective combination
results from ENN with a Multi-Layer Perceptron (MLP) model.

Vu et al. (2016) tested different techniques for encrypted network traffic identification. The
study shows that ConDensed Nearest Neighbour (CDNN) and SVM-based SMOTE (SVM-
SMOTE) performed the best as undersampling and oversampling techniques, respectively. How-
ever, both techniques proved to be slow compared to simpler algorithms, such as RUS, ROS,
and SMOTE. Correspondingly, Shamsudin et al. (2020) also achieved one of the highest pre-
cision and recall with a hybrid model between SVM-SMOTE and RUS - for credit card fraud
detection with Random Forest (RF).
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Haldar et al. (2019) addressed epilepsy detection by applying the hybrid sampling technique
Selective Preprocessing of Imbalanced Data, also known as SPIDER, with three different ML
models. The results showed that SPIDER with the K-Nearest Neighbours (KNN) classifier
achieved the best performance.

Malhotra published two studies on software source code problems (MALHOTRA; KA-
MAL, 2019; MALHOTRA; LATA, 2020). The first, with Kamal, implements a modified
version of the SPIDER?2 algorithm, called SPIDER3. The proposed solution for software de-
fect prediction performed better than SPIDER?2 and the original SPIDER. However, ADASYN
achieved the best average results in combination with five ML models MALHOTRA; KAMAL,
2019)

In addition, Malhotra and Lata (2020) performed an empirical study for selecting the best
well-known sampling techniques and ML models for software maintainability prediction. After
conducting tests with fourteen techniques and eight models, the authors found that Safe Level
SMOTE (SL-SMOTE) significantly outperformed other techniques. The study also achieved
relevant results with hybrid sampling between ENN and SMOTE, as well as Tomek Links (TL)
and SMOTE.

Ma et al. (2019) improved SL-SMOTE through an evolutionary optimization process for the
algorithm’s parametrization. The solution, named Evolutionary SL-SMOTE (ESL-SMOTE),
achieved the highest metrics for seminal quality prediction with AdaBoost against related works.
Additionally, the results indicate that the preprocessing technique achieves good recall for other
models — such as Back Propagation Neural Networks (BPNN) and SVM.

Five works applied only SMOTE for improving ML and retaining superior overall results
(YAN et al., 2016; PURNAMI; TRAPSILASIWI, 2017; DEWI et al., 2020; ZHANG et al.,
2019; GICIC; SUBASI, 2018). Yan et al. (2016) achieved good results for lung cancer recur-
rence prediction with Gaussian Radial Basis Function Network (GRBFN). Moreover, Purnami
and Trapsilasiwi (2017) advanced breast cancer malignancy classification from biopsy records
through Least Squares SVM (LS-SVM).

Another two SMOTE-focused studies used SMOTE in biology applications. Dewi et al.
(2020) improved stability of patchouli (flowering plants) classification with Extreme Learning
Machine (ELM). Additionally, Zhang et al. (2019) achieved higher accuracy for Protein-Protein
Interactions (PPI) hot spots identification than related works through SMOTE and RF.

Gici¢ and Subasi (2018) applied SMOTE in order to improve credit scoring for micro-
enterprises of the minority class (poor). After preprocessing at 100% and 200% of the minority
sample and testing with fifteen classical and ensemble ML models, the authors concluded that
the minority classification improved significantly and retained superior results overall.

Tra, Duong and Kim (2019) introduced a solution for diagnosing fault symptoms in the
insulation oil of power transformers. The authors implemented an algorithm for improving
SMOTE by estimating a local reachability distance of the majority and minority samples with
two clusters. The Adaptive SMOTE (ASMOTE) algorithm achieved a higher classification
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accuracy than ROS and SMOTE with the proposed MLP model.

Comparably, Jiang and Li (2021) improved fault detection in wind turbines by combin-
ing Dependent Wild Boostrap (DWB) with SMOTE (DWB-SMOTE). Since wind buffers have
multivariate time series of sensors from several subsystems, the proposed CNN model generated
better temporal-dependent synthetic samples and, consequently, better results.

Faris et al. (2020) tested various oversampling techniques and ML models in order to predict
companies’ financial bankruptcy through financial and non-financial records. After analyzing
the results, the authors concluded that SMOTE with AdaBoost achieved promising and reliable
predictions.

A modified version of SMOTE, called BorderLine SMOTE (BL-SMOTE), focuses on syn-
thetic sample generation at the boundary between classes. Smiti and Soui (2020) proposed this
technique for companies’ financial bankruptcy prediction through DL. Jiang et al. (2019) also
applied BL-SMOTE for heartbeat classification through electrocardiograms with CNN. Both
works achieved the best results with BL-SMOTE.

Santos et al. (2015) implemented a clustering-based oversampling approach through K-
Means++ and SMOTE for hepatocellular carcinoma survival prediction. ML with Artificial
Neural Networks (ANN) and LR presented significantly better results than without clustering
or oversampling. Alternatively, Tashkandi and Wiese (2019) applied K-means++ for under-
sampling. The results indicated an improvement in the prediction accuracy of mortality risk
prediction in Intensive Care Units (ICUs) through different classical and ensemble ML models.

Zhou et al. (2020) undersampled standard features for lower back pain early diagnosis
through K-Means clustering — testing both stratified sampling and Manhattan distance. In gen-
eral, these techniques improved the performance of all tested models for different k values.

Three papers proposed synthetic oversampling through a modern technique based on ML,
called Generative Adversarial Networks (GAN) (LIU; MA; CHENG, 2020; GANGWAR; RAVI,
2019; YAN et al., 2020). Liu, Ma and Cheng (2020) developed GAN for balancing individual
and fused sensor data of rotating machinery, such as bearing and gearbox. After learning with
a multi-class CNN, the proposed techniques showed effective results in a wide range of IRs.

In addition, Gangwar and Ravi (2019) applied GAN and Wasserstein GAN (WGAN) over-
sampling for a highly imbalanced dataset of credit card transactions. According to the authors,
the results against ROS, SMOTE, and ADASYN indicate that GAN-based methods control FP
spectacularly without affecting TP — which is essential for imbalanced data applications.

Yan et al. (2020) implemented a Conditional WGAN (CWGAN) framework for multi-class
air handling units’ fault detection. Combined with quality control of the synthetic samples, the
solution improved results from different ML classifiers — reaching an accuracy of almost 1 for
every model.

Data spatial distribution is important for optimized classification. Therefore, Wang and Ye
(2020) implemented a spatial distribution-based sample generation for balancing historical and

simulated power system stability data. The solution classifies distance intervals through KNN
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and creates properly distributed synthetic data through SMOTE — which feeds a Deep Neural
Network (DNN) for evaluating transient stability.

Nnamoko and Korkontzelos (2020) also created an optimized version of SMOTE for en-
hancing diabetes prediction. The algorithm uses the InterQuartile Range (IQR) technique for
oversampling dispersed/extreme data before SMOTE, improving the training sample distribu-
tion. According to the authors, IQR+SMOTE consistently produced the best accuracy for dif-
ferent models and maintained the best overall metrics.

Liu et al. (2017) introduced a Fuzzy-based OverSampling (FOS) algorithm for balancing
tweets’ data in spam detection — optimizing the distribution in synthetic sampling. The method
improved precision for different ensemble learning models. However, ROS and RUS achieved
better accuracy.

Filho et al. (2019) studied automated essay scoring through ML regression and classifica-
tion for Brazil’s National High School Examination (ENEM). After testing SMOTE, ADASYN,
ROS, and RUS, the authors concluded that random sampling performs better because the em-
ployed vectorization for feature extraction has unusual spatial characteristics.

Lastly, Zhou (2013) tested different preprocessing techniques in order to enhance corporate
bankruptcy prediction through ML. The authors concluded that there is no significant differ-
ence between the results of oversampling and undersampling with large amounts of data — for
instance, in a dataset of USA companies from 1981 to 2009. However, the computational time
is better in undersampling. When there is not much data, SMOTE performs the best overall.
Additionally, GMM-based undersampling and RUS are better than Cluster Centroid (CC).

3.1.3.2 FQI: What are the domain areas of Machine Learning applications with imbalanced

datasets?

There are 5 central domain areas for 31 of the reviewed works: health, finance, engineering,
software, and biology. Additionally, 4 works are from other areas — classified as others. Table 7
summarizes the domain areas and corresponding applications.

Health is the most prevalent domain, accounting for 12 studies. These studies differ in
their application and type of classification. For instance, the 3 cancer-related works classify
breast cancer malignancy (PURNAMI; TRAPSILASIWI, 2017), predict hepatocellular carci-
noma survival (SANTOS et al., 2015), and predict lung cancer recurrence (YAN et al., 2016).

Nosocomial studies spread even more, proposing solutions for predicting risk of mortality
in ICUs (TASHKANDI; WIESE, 2019) and nosocomial infections (COHEN et al., 2006), clas-
sifying heartbeats (JIANG et al., 2019), detecting cerebral infarction (RUSTAM et al., 2019)
and COVID-19 (PEREIRA et al., 2020). Other health domain works introduce solutions such
as detection of epileptic seizure (HALDAR et al., 2019) and lower back pain (ZHOU et al.,
2020), as well as prediction of semen quality (MA et al., 2019) and diabetes (NNAMOKO;
KORKONTZELOS, 2020).
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Table 7: Domain areas of reviewed applications

Domain Subdomain Application ID
Cancer Lung cancer recurrence 8
(8.6%) Breast cancer malignancy 11
Hepatocellular carcinoma survival 17
Risk of mortality in ICUs 9
Hospital Cerebral infarction 16
Health (14.3%) Nosocomial infections 28
(34.3%) ) Heartbeats 32
COVID-19 33
Epileptic seizure 5
Others Lower back pain 14
(11.4%) Seminal fluids quality 24
Diabetes 35
. Companies bankruptcy 18, 21, 34
legagn ;S Credit cards fraud 4,25
) Credit risk 7,22,23
Power systems stability 1
. . Rotating machiner 2
Engineering - Fault Power t%ansformerz 3
(14.3%) (14.3%) Wind turbines 26
Air handling units 31
. Nuclear receptor compounds toxicity 6
2061;5}] Flowering plants species 13
' PPI hot spot 15
Software Source code ~ Maintainability 20
(8.6%) (5.7%) Defect 27
Others (2.9%) Network traffic data 10
Telephone fraud 12
Others E-commerce products rating 19
(11.4%) Essay score 29
Spam in tweets 30

Source: Created by the author.

Finance, on the other hand, deals with cost-effective correlated problems. Representing 8
works, they predict companies bankruptcy (SMITI; SOUI, 2020; FARIS et al., 2020; ZHOU,
2013), credit risk (GICIC; SUBASI, 2018; HAN et al., 2019; MARQUES; GARCIA; SANCHEZ,
2013), and credit card fraud (SHAMSUDIN et al., 2020; GANGWAR; RAVI, 2019).

Similarly, engineering studies propose solutions for fault diagnosis in different electrical and
mechanical engineering applications. Accounting for 5 works, the solutions improve stability
in power systems (WANG; YE, 2020), wind turbines (JIANG; LI, 2021), power transformers
(TRA; DUONG; KIM, 2019), rotating machinery (LIU; MA; CHENG, 2020), and air handling
units (YAN et al., 2020).

Furthermore, there are 3 papers related to software. These works improve ML for source
code maintainability (MALHOTRA; LATA, 2020) and defect prediction (MALHOTRA; KA-
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MAL, 2019), as well as network traffic data classification (VU et al., 2016).

Biology also accounts for 3 studies. These studies introduce nuclear receptor compounds
toxicity prediction (LEE; KIM, 2020), flowering plants species (DEWI et al., 2020) and PPI hot
spot classification (ZHANG et al., 2019).

Finally, 4 papers from other areas deal with telephone fraud detection (CHANG; LIN; LIU,
2019), e-commerce rating prediction (MAHADEVAN; AROCK, 2021), essay score classifica-
tion (FILHO et al., 2019), and spam detection in tweets (LIU et al., 2017).

Dataset characteristics — such as features and IR — differ for each subdomain according to
its applications. The reviewed studies do not always explore these characteristics, difficulting a
comparative analysis. Specifically, some applications do not have enough data to infer the exact
IR. Therefore, 4 works overcame this problem and generalized their solution by manually test-
ing different IRs (WANG; YE, 2020; LIU; MA; CHENG, 2020; LEE; KIM, 2020; MARQUES;
GARCIA; SANCHEZ, 2013).

Moreover, every domain area has particularities in its applications, demanding special-
ized preprocessing procedures before sampling. For instance: time series data in engineering
(JTANG; LI, 2021; LIU; MA; CHENG, 2020; YAN et al., 2020; WANG:; YE, 2020) and health
(JTANG et al., 2019); image processing in health (PEREIRA et al., 2020; COHEN et al., 2006;
YAN et al., 2016) and biology (DEWI et al., 2020); text processing in other areas (MAHADE-
VAN; AROCK, 2021).

3.1.3.3 FQ2: Which preprocessing techniques are used to balance imbalanced datasets for

Machine Learning training?

The literature covers a wide variety of preprocessing techniques for ML applications with
specific characteristics and applications. This question focuses on sampling techniques for bal-
ancing datasets before ML training. Consequently, preprocessing techniques for other purposes,
such as feature extraction, image, and natural language processing are not answered in this sec-
tion.

Some of the reviewed studies propose a sampling technique and compare them with alter-
natives. Conversely, other reviews implement empirical analyses comparing several techniques
to discuss results and select the best one(s). Therefore, this systematic mapping classified the
techniques applied in each paper between proposed, compared and selected.

Figure 11 shows a taxonomy of all sampling techniques, either proposed or compared in
the reviewed papers — indicated by ID below the corresponding box. The taxonomy divides
these algorithms into three types: oversampling, undersampling, and hybrid sampling. Each
algorithm is distributed according to its parent technique or type.

Additionally, Figure 12a details the number of papers applying each technique in three
columns: proposed, compared, and selected. The figure presents the most used techniques

as darker, while less used as lighter — based on a grayscale. These techniques are grouped by
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Figure 11: Taxonomy of sampling techniques proposed or compared in reviewed papers by ID
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their type and subtipes, following the taxonomy in Figure 11. The rightmost column indicates
the percentage ratio of selected to proposed and compared techniques (relative performance).

The distribution of techniques in Figure 12a shows a more significant interest in oversam-
pling and hybrid sampling for the proposed solutions. The studies frequently compare results
with standard oversampling and undersampling techniques — such as SMOTE, ADASYN, ROS,
and RUS. Namely, each has at least 10 implementations.

Techniques focused at the boundary between classes are also popular (BL-SMOTE, ENN,
and TL). Additionally, clustering-based algorithms are common in both oversampling and un-
dersampling. For instance, AHC, KM, and DBSCAN have implementations in both. Neverthe-
less, clustering is more frequent in undersampling due to the grouping behavior.

In addition, the distribution of selected methods indicates growth in hybrid sampling and
a decrease in oversampling and undersampling — relative to the proposed methods. Specifi-
cally, 13 of 35 papers tested hybrid sampling, out of which 9 (69.2%) were the best performing
sampling type (SHAMSUDIN et al., 2020; HALDAR et al., 2019; LEE; KIM, 2020; CHANG;
LIN; LIU, 2019; RUSTAM et al., 2019; MAHADEVAN; AROCK, 2021; HAN et al., 2019;
MARQUES; GARCIA; SANCHEZ, 2013; COHEN et al., 2006). In the remaining 4 papers,
hybrid sampling is outperformed by oversampling with KNN-SMOTE (WANG; YE, 2020), SL-
SMOTE (MALHOTRA; LATA, 2020), and ADASYN (MALHOTRA; KAMAL, 2019), and by
undersampling with ENN (PEREIRA et al., 2020).

However, oversampling remains the most selected sampling method, proportionally. Over-

all, synthetic sample generation techniques have the best performance, either individually or
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in hybrid models. The selected methods are composed of modified SMOTE algorithms in 12
(34.3%), standard SMOTE in 10 (28.6%), ADASYN in 2 (5.7%), and AHC-OS in 1 (2.9%).
Finally, GAN-based oversampling performed as the best techniques in 3 out of 4 papers (75%)
— with GAN (LIU; MA; CHENG, 2020), WGAN (GANGWAR; RAVI, 2019), and CWGAN
(YAN et al., 2020).

Three works indicate the need for testing different sampling techniques (VU et al., 2016;
MALHOTRA; KAMAL, 2019; LIU et al., 2017). More specifically, 3 other works name the
need for testing GAN-based oversampling (WANG; YE, 2020; LEE; KIM, 2020; JIANG:; LI,
2021), since related studies achieved good results. Reviewed studies also support GAN-based
approaches in their conclusions. Liu, Ma and Cheng (2020) claim that GAN improves exper-
imental accuracy as the IR increases when compared to other sampling techniques. Gangwar
and Ravi (2019) assert that WGAN outperforms GAN due to having a better objective function,
as well as envision investigating different generator architectures for improving results even
more.

Concerning the importance of hybrid sampling, 2 studies affirm that this is the best sam-
pling type for improving the classification of imbalanced data (SHAMSUDIN et al., 2020;
MAHADEVAN; AROCK, 2021). According to both studies, undersampling alone causes loss
of information, while oversampling alone might cause induced bias or overfitting — especially
in highly imbalanced datasets.

3.1.3.4 FQ3: Are there any studies that use simulation data for preprocessing imbalanced

datasets?

There is only one study using simulation data — on power system stability (WANG; YE,
2020). However, the authors used simulated data for training and testing, not as preprocessing
support for real-world data tests.

Even so, some of the domain areas have potentially applicable simulators for synthetic
data generation. For instance, electrical and mechanical engineering have fault simulators, and
health has exam simulators to this end.

From the 35 studies, 28 (80%) selected solutions based on synthetic oversampling (SMOTE,
ADASYN, AHC-OS, and GAN). Thus, using simulation data in suitable domain areas can
represent a means for optimizing results and accelerating training time. This acceleration is

essential due to the high computational cost for synthetic data generation.

3.1.3.5 FQ4: Which Machine Learning models are used in imbalanced data applications?

Similar to preprocessing techniques, the studied works test a wide variety of ML models to
improve predictions. From the 35 works, 15 (42.9%) propose a specific model and compare it

against alternatives. Conversely, 20 works (57.1%) implement empirical analyses comparing
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Figure 12: Quantitative analysis of the reviewed papers proposing, comparing, and selecting:
(a) sampling techniques; (b) Machine Learning models
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multiple ML models to discuss results and select the best one.

Hence, following the method applied to sampling techniques, this review proposes a taxon-
omy and a quantitative description of all ML models from the reviewed studies. The taxonomy
in Figure 13 allocates models by their category, dividing into classical, NN, and ensemble.
The figure also indicates the ID of papers applying each model below the corresponding box.
Moreover, Figure 12b details the number of papers for each ML model — grouping by the corre-
sponding category, classifying between proposed, compared, and selected, as well as showing
the relative performance.

Figure 13: Taxonomy of Machine Learning models proposed or compared in reviewed papers
by ID
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The distribution of models in Figure 12b indicates a substantial interest in classical super-
vised learning models for empirical studies — such as SVM, KNN, LR, DT, and NB. Even so,
most of the proposed ML models involve ANN and CNN optimally configured for the applica-
tion (LIU; MA; CHENG, 2020; TRA; DUONG; KIM, 2019; JIANG; LI, 2021; JIANG et al.,
2019). This is specially noticeable in works of singularly used models, such as SSDAE+LR
(WANG:; YE, 2020), SCFP and FP2VEC (LEE; KIM, 2020), GRBFN (YAN et al., 2016), ELM
(DEWI et al., 2020), and SSAE+SF (SMITI; SOUI, 2020).

Comparatively, 6 out of 7 studies (85.7%) testing both NN and classical models achieved
better performance with NN models (WANG; YE, 2020; TRA; DUONG; KIM, 2019; SANTOS
et al., 2015; SMITT; SOUI, 2020; JIANG; LI, 2021; PEREIRA et al., 2020). Additionally, 5
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NN models achieved the best performance when not compared with classical models (LIU;
MA; CHENG, 2020; LEE; KIM, 2020; YAN et al., 2016; DEWI et al., 2020; JIANG et al.,
2019). Conversely, 4 classical models achieved the best performance when not tested against
NN models (PURNAMI; TRAPSILASIWI, 2017; RUSTAM et al., 2019; COHEN et al., 2006;
NNAMOKO; KORKONTZELOS, 2020) — besides the 1 out of 7 studies that did and performed
better (HALDAR et al., 2019).

Ultimately, ensemble models correspond to 9 (25.7%) of the best-performing out of 35
papers. The results in Figure 12b indicate that RF, AdaBoost, and Bagging are frequently
applied — even with preprocessed imbalanced data.

The superiority of NN and ensemble models is noticeable in the studies’ conclusions, men-
tioning the lack of these model categories as a limitation. Incidentally, 4 works expect to apply
NN models in future implementations (FILHO et al., 2019; YAN et al., 2020; JIANG et al.,
2019; PEREIRA et al., 2020). Additionally, 4 works want to apply ensemble models (SHAM-
SUDIN et al., 2020; FARIS et al., 2020; MALHOTRA; KAMAL, 2019; FILHO et al., 2019).

Finally, Jiang et al. (2019) argue the importance of evaluating the most meaningful metrics
for improving imbalanced datasets — since many studies only consider the system’s accuracy.
Different applications have different priorities. For instance, Haldar et al. (2019) focus on
improving the sensitivity of the minority class while sufficiently preserving the accuracy in
epileptic seizure detection (health). In applications such as disease detection, it is better to

guarantee all TPs (diagnoses) possible, even though this creates more FPs.

3.1.3.6  FQS5: Which development tools are used for implementing the proposed solutions?

Figure 14 shows the development tools applied for implementing the studies’ solutions.
The difficulty in answering this FQ is that most papers do not report any tools used for data
processing and ML. These papers account for 20 works (57.1%). The remaining 15 papers
report using at least one tool for data preprocessing, ML training, and testing. The completion
of this answer — such as programming language, package, and software — corresponds to the
QA score for FQ5 in Table 6.

The programming language Python is the most used tool, with ML models through the pack-
ages Scikit-learn (GANGWAR; RAVI, 2019; FILHO et al., 2019), Keras (JIANG; LI, 2021),
Tensorflow and Chainer (LEE; KIM, 2020). Additionally, text data applications use natural
language processing packages, such as SpaCy (MAHADEVAN; AROCK, 2021), NLPNET
and NLTK (FILHO et al., 2019). Other use cases implement sampling techniques through
Imbalanced-learn (GANGWAR; RAVI, 2019) and user-developed scripts (ZHOU et al., 2020;
HAN et al., 2019).

Another programming language applied in the studies is Matlab. Two studies employ the
language for implementing both preprocessing and ML models (SANTOS et al., 2015; SMITT;

SOUI, 2020). In contrast, 2 studies create a test system with Matlab in conjunction with standard
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Figure 14: Development tools of reviewed applications
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ML models from the software Weka (MALHOTRA; KAMAL, 2019; ZHOU, 2013). Moreover,
other solutions use only Weka for all experiments — such as feature selection, sampling, ML
training, and testing (YAN et al., 2016; LIU; MA; CHENG, 2020).

Tashkandi and Wiese (2019) compared solutions with the software RapidMiner Studio —
combining preprocessing, modeling, training, and testing. Finally, Malhotra and Lata (2020)
created a testing system with the following tools: Data Collection and Reporting System (DCRS)
tool for data extraction through GIT repositories; Chidamber and Kemerer Java Metrics (CKJV)
tool for object-oriented metrics in Java source codes; Weka for outlier analysis through IQR;
Knowledge Extraction based on Evolutionary Learning (KEEL) tool for sampling techniques
and ML.

3.1.3.7 FQG6: Are there any correlations between domain areas and preprocessing techniques

or Machine Learning models?

Generally, the 5 central domain areas and others — segmented in Section 3.1.3.2 — applied
distinctive sampling techniques and ML models in their solutions. Figure 15 details the number
of sampling techniques and ML models selected by the authors of at least one paper within the
corresponding domain areas. Additionally, studies which did not select and clearly indicate at
least one best performing method for the application have not been accounted for — such as ML
models in software (Figure 15b).

Studies on health applied the most diverse methods, potentially due to the substantial pro-
portion of works (34.3%). This domain is the only one applying classical ML models. Addi-
tionally, health is the only domain selecting pure undersampling techniques — apart from one
study on software (VU et al., 2016).

Finance, the second most prevalent domain (22.9%), splits between using oversampling
and hybrid sampling techniques. However, for ML categories, 75% of the works indicate a

preference for ensemble models. In contrast, one work implements a specialized DL model
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for bankruptcy prediction (SSDAE +SF) — although it does not compare results with ensemble
models (SMITTI; SOUI, 2020).

Engineering studies (14.3%) selected an unanimous combination of methods: oversampling
and NN models. This domain has all applications related to fault detection — generally suffering
from high IR and benefiting from oversampling techniques.

Similarly to engineering, biology studies (8.6%) also selected only oversampling — through
SMOTE. Additionally, two studies split ML between NN, with ELM, and ensemble, with RF.

Software studies did not select any best performing ML model. However, the three studies
(8.6%) achieved their best results through oversampling. One implementation, by Vu et al.
(2016), points similar performance between SMOTE-SVM and CDNN (undersampling) — in
less processing time with the latter. Finally, all studies in other areas (11.4%) indicate better

performance through hybrid sampling and ensemble models.

Figure 15: Quantitative analysis in different domain areas for the selection of: (a) sampling
techniques; (b) Machine Learning models
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As pointed in Sections 3.1.3.3 and 3.1.3.5 (FQ2 and FQ4), undersampling techniques and
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classical models obtain generally worse results than other methods. These studies have only
been selected in the bigger sample of studies from the health domain. Therefore, better re-
sults should be expected in all domain areas by implementing solutions with combinations of

oversampling or hybrid sampling with NN or ensemble models.
3.1.3.8 SQI1: How has the quantity of studies evolved?

Figure 16 shows the yearly publication of selected papers by the originated digital library

and type of venue. The research was performed at the beginning of April 2021 without any date

restraint.
Figure 16: Reviewed studies per year by digital library and type of venue
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The results indicate a growing interest in data level preprocessing techniques for ML in
imbalanced data applications, especially since 2019. Worth noting that EC7 and ECO filtered
out some algorithmic level techniques and solutions for multiple applications — creating a gap of
representative works between 2007 and 2012. However, papers using these solutions followed

a similar pattern of growing interest, presented in Figure 16.
3.1.3.9 SQ2: Where have the studies been published?

The representative works selection integrates 35 publications. This selection shows that 25
journal publications correspond to 71.4%, and 10 conference publications account for 28.6%
of the studies reviewed in this work. Figure 16 indicates the type of venue of these studies by

color.
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The search process collected most selected papers through the digital libraries ACM, Sci-
ence Direct, and Springer Link, where each accounts for at least 20% of the results. Addi-
tionally, only the journal “Artificial Intelligence in Medicine” has 2 works — one from 2006
(COHEN et al., 2006), and the other from 2020 (NNAMOKO; KORKONTZELOS, 2020).

3.1.4 Conclusion

This study applied a systematic mapping study to review current and effective data level
preprocessing techniques and ML models in imbalanced data applications. After an eight-step
filtering process, the selection of the representative works culminated in 35 papers. The results
section presents two taxonomies and quantitative classifications of proposed, compared, and
selected preprocessing techniques and ML models.

Overall, research studies mainly focus on applying standard or modified clustering-based
sampling techniques for balancing data. Specifically, oversampling is the most common and
also the best performing type of sampling, proportionally. Relatively, however, hybrid sampling
techniques can potentially surpass oversampling if future studies implement them.

Classical ML models such as SVM, KNN, and LR still are the most frequent. Nevertheless,
the most recent mapped studies show an increase in NN models — from simple ANNSs, like
MLP, to complex DL models. The results indicate that well configured NN models tend to
achieve better results than classical models. Additionally, ensemble learning models also show
promising results.

Ultimately, the results found in this systematic mapping study indicate that future works
may explore the usage of simulation-based oversampling for balancing data in ML applications.
Moreover, a solution with hybrid sampling mixed with NN or ensemble learning models can
potentially achieve favorable results. Table 8 compiles the highlights from RQs’ answers.

The lack of analyzable dataset characteristics is a limiting factor for this study. In future
literature reviews, the authors suggest the addition of an EC if studies do not present the infor-
mation of interest. An alternate study could be performed by reviewing papers with well-known

prefixed datasets from different domain areas.

3.2 Real-Time Machine Learning architectures

This study’s main objective is to analyze the topology of software architectures for super-
vised ML applications proposed in published papers. The study is divided into two reviews.
The first one, on Section 3.2.1, performs an in-depth search for finding every paper proposing
architectures for imbalanced data applications. The last one, on Section 3.2.2, scans papers
proposing ingenious implementations in their architectures for general applications.

Both reviews apply a search strategy similar to the systematic mapping in Section 3.1: (1)

specify search string; (2) select databases; and (3) collect results. However, this study samples
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Table 8: Lessons learned by answering the Research Questions

RQ#

Lessons learned

FQI

FQ2

FQ3

FQ4

FQ5

FQ6

SQl
SQ2

There are 5 central domain areas in imbalanced data applications: health (34.3%),
finance (22.9%), engineering (14.3%), biology (8.6%), and software (8.6%). These
areas have good references for new applications. New domains have the potential to
be explored.

The studies applied 55 different sampling techniques — oversampling (55.5%), under-
sampling (27.4%), and hybrid sampling (17.1%). Oversampling techniques achieved
the best performance among the existing types, whereas hybrid sampling techniques
performed better relatively (ratio of selected within tested studies).

None of the studies used simulation as a means for optimizing synthetic data genera-
tion and accelerating training time in oversampling. This technology could optimize
results and reduce computational costs in domains such as engineering and health.
The studies applied 45 different ML models — classical (54%), ensemble (24.8%), and
NN (21.2%). NN models achieved the best performance overall and relative to tested
studies, with ensemble models as a close second.

There are 3 recurrent development tools within the studies: Python, Matlab, and
Weka. These tools have both sampling techniques and ML models already imple-
mented as resources.

Domain areas selected distinctive sampling techniques and ML models — especially in
health. However, there is a clear preference for oversampling in engineering, biology,
and software, while finance splits between oversampling and hybrid sampling. For
ML, engineering selected only NN models, and finance selected mostly ensemble
models. Other domains did not have a clear categorical preference.

There 1s a growing research interest in the subject, especially since 2019.

The 35 reviewed studies show a prevalence of journal publications, with 25 works
(71.4%), while the remaining 10 are from conferences. The digital libraries ACM,
Science Direct, and Springer Link account for at least 20% of the results individually.

Source: Created by the author.

results by selecting 2 of the 6 previous digital libraries: ACM and IEEE Xplore. This con-

figuration concentrates a reasonable sample of software engineering works, since other digital

libraries consist of broader domains. Finally, each review has an individual filtering process for

selecting collected results — detailed in Sections 3.2.1 and 3.2.2.

3.2.1

Imbalanced data

This review applied a systematic mapping methodology for revising research publications

proposing software architectures for supervised ML in imbalanced data applications. Hence,

this work seeks to answer the following guiding GQ: “How have software architectures been

solving the imbalance problem in ML?”.
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3.2.1.1 Search strategy

Following the search strategy in Section 3.1, the first step determined major terms and their
most relevant synonyms based on preliminary research. Afterwards, the search string in Table 9
merged major terms with their synonyms with Boolean operators. Finally, this string defined
the query applied in both digital libraries — ACM and IEEE Xplore.

Table 9: Search string for imbalanced data applications

Major term Search terms

Architecture ((architecture OR service OR framework OR system)
AND

Real-time (“real-time” OR “real time”)
AND

Machine Learning (“machine learning” OR “deep learning” OR “artificial intelligence”)
AND

Imbalanced data (“imbalanced data” OR “imbalanced dataset” OR ‘“imbalanced data set”
OR “unbalanced data” OR “unbalanced dataset” OR ‘“‘unbalanced data
set’”))

Source: Created by the author.

3.2.1.2 Papers filtering

The collected papers went through a filtering process, removing ones that did not propose a
software architecture for real-time ML with imbalanced data. The following EC supported the
filtering process:

* ECI: the study is written before 2012;

* EC2: the study is not written in English;

e EC3: the study venue is neither conference nor journal;

e EC4: the study matches the keywords defined in the search string, but the context is

different from the research purposes;

e ECS5: the study is a literature review;

* EC6: the study is not accessible in full-text;

* EC7: the study is a short paper (4 pages or less);

* ECS8: the solution focuses on a procedure for experiments;

* EC9: the study does not detail the proposed architecture or framework.

Papers filtering started at the initial search from each digital library, removing results com-
plying with EC1, EC2, and EC3 - resulting in journal and conference publications, written in
English over the last 10 years (up to the review date). Then, one filter by title extracted studies
meeting EC4 and ECS.

The remaining papers went through a filter based on the three-pass method (Keshav S.,
2007), excluding works complying with EC6, EC7, and EC8. Finally, a careful full-text read
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selected all papers detailing a software architecture for imbalanced data ML. The final step
rejected experimental procedures for validating one scenario and low-quality papers — meeting
EC8 or EC9, respectively.

3.2.1.3 Results

The combination of results from the 2 digital libraries integrated 472 works, reduced to
397 after applying EC1, EC2, and EC3. During the filtering process, a considerable amount of
papers within the context of imbalanced data applications only propose an experiment procedure
(EC8) and do not propose a software architecture (EC9). Incidentally, the selection of the
representative works resulted in 5 papers.

Distner et al. (2018) proposed the most complete work: a lambda architecture for classify-
ing military aircraft in real-time radar systems using radar tracker and automatic surveillance
data. The architecture consists of a batch layer for storing data, a serving layer for training and
supplying classifiers, and a speed layer for applying the classifiers to identify aircraft through
streaming data. The software has a preprocessing pipeline using oversampling to overcome
the imbalance problem — elementary configured for an initially optimized and fixed IR after

sampling. Figure 17 shows a block diagram of the architecture and the preprocessing pipeline.

Figure 17: Architecture for Machine Learning with imbalanced data: (a) block diagram; (b)
preprocessing pipeline
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Li et al. (2019) built an online defect detection system for large-scale photovoltaic plants.
The system inspects photovoltaic modules with unmanned aerial vehicles and offloads captured
images for expert acknowledgment of newly found defects by the MLL model. The model con-
sists of a CNN trained by previously labeled defects — acknowledged by experts. The system
treats imbalanced data by generating synthetic images to train the model, as well as analyzing

the model’s PR curve to measure performance. Additionally, the system applies transfer learn-
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ing to fine-tune the CNN model without having to retrain too frequently, reducing training time
and resource consumption.

Correspondingly, Ruan et al. (2022) developed a cyber-physical system for fault prediction
in industrial processes. The proposed model gathers real-time data from wireless sensors of a
chemical plant and applies a novel DL network (CURNet) for multi-class classification. This
DL network handles imbalanced time series data intrinsically.

Choi and Jeon (2021) proposed a real-time framework for detecting spam tweets. Similarly
to Li et al. (2019), the framework uses experts to evaluate tweets and label spams to improve
automated spam detection through supervised learning. A module from the framework is re-
sponsible for retraining the ML model when new diagnoses from experts reconstruct the train-
ing dataset. The solution handles imbalanced data with a cost-based ML model and evaluates
results with the following metrics: precision, recall, and F-measure.

Finally, Barata et al. (2021) proposed a framework for designing ML solutions in applica-
tions under cold start, specifically with imbalanced data. The authors compared results from dif-
ferent proposed solutions with credit card fraud datasets. The study’s main contribution comes
from policies directing algorithms for fully unlabeled data (cold), few labeled data (warm-up),
and sufficiently labeled data (hot). Whereas only unsupervised learning is able to handle cold
conditions, warm-up and hot conditions may apply supervised learning algorithms. Barata et al.
(2021) developed different probabilistic approaches for both warm-up and hot states. Specifi-
cally, the authors suggest a higher efficiency when applying only labeled data — as opposed to
also using unlabeled data —, consuming less computing power to achieve better results. Addi-
tionally, the authors measured the compared models by running 35 simulations and evaluating
performance over time.

In addition to the representative selection of works, Ahmed, Raman and Mathur (2020) pre-
sented challenges and suggestions for anomaly detection in real-time applications — focusing on
industrial control systems. The authors make and discuss numerous assertions for supervised
learning, noting the importance of updating the database with new labeled data in regular inter-
vals and retraining the ML models — catering for environmental effects and process variations.
Additionally, the authors highlight the difficulty of detecting distribution shifts and learning

from imbalanced data, since they easily degrade the currently trained model.

3.2.1.4 Conclusion

This review applied a systematic mapping methodology for conducting a revision of re-
search publications proposing software architectures for supervised ML in imbalanced data
applications. After a filtering process, the selection of representative works resulted in 5 papers.

From these papers, only Distner et al. (2018) detailed a software architecture with minor
module management, segregating between 3 layers: speed, serving, and batch. However, the

authors did not apply the proposed architecture in a real-case scenario, where the software
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should automate data management and ML model retraining — testing performance over time.
The study only collects results by changing dataset variables, such as oversampling rate and
time series window size, as well as configurations with different ML models.

The remaining four studies show an overview of frameworks and systems for specific appli-
cations (LI et al., 2019; RUAN et al., 2022; CHOI; JEON, 2021; BARATA et al., 2021). From
them, Li et al. (2019) apply oversampling indirectly by generating synthetic images. Other
works do not use sampling techniques for preprocessing data (RUAN et al., 2022; CHOI; JEON,
2021; BARATA et al., 2021).

In conclusion, the gaps left in existing research present opportunities for further research.
Challenges discussed by Ahmed, Raman and Mathur (2020) need more solutions and data. The
complexity for active learning with imbalanced data, studied by Barata et al. (2021), expresses
the need for analyses of performance over time. Finally, a fully automated architecture using

current design and tools could improve upon the work of Déstner et al. (2018).

3.2.2  General applications

This review searched for efficient designs and tools in research publications proposing soft-
ware architectures for supervised ML. Therefore, this revision seeks to answer the following

guiding GQ: “How can ML software architectures be efficiently implemented?”.

3.2.2.1 Search strategy and Paper filtering

Following the search strategy in Section 3.1 and Section 3.2.1, the first step determined
major terms and their most relevant synonyms based on preliminary research. Afterwards, the
search string in Table 10 merged major terms with their synonyms with Boolean operators.
Finally, this string defined the query applied in both digital libraries — ACM and IEEE Xplore.

Table 10: Search string for general applications

Major term Search terms

Architecture ((architecture OR service OR framework OR system)
AND

Real-time (“real-time” OR “real time”)
AND

Machine Learning (“machine learning” OR “deep learning” OR “artificial intelligence’))

Source: Created by the author.

The search string in Table 10 expands the results obtained in Section 3.2.1 by removing
terms related to imbalanced data. Consequently, the collected papers have a broader range of
applications and solutions. Hence, to narrow the reviewed scope and improve research quality,
the initial search from each digital library filtered only journal and conference publications

written in English over the last 10 years (up to the review date).
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Later, a brief read-through of titles selected works ingenious solutions for ML software ar-
chitectures. Then, the remaining papers went through a filter based on the three-pass method
(Keshav S., 2007). This step selected studies that detailed the proposed architectures, present-
ing visual representations of the topology design and processes, as well as charts validating
proposed tools. Finally, a careful full-text read singled out a sample of papers with complete

and efficient design and tools — avoiding duplicated ideas.
3.2.2.2 Results

Baldominos et al. (2015) proposed an architecture for real-time analysis in big data, ar-
ranged as an online service. The design resembles a lambda architecture — such as the one from
Distner et al. (2018) in Figure 17 —, dividing ML processes in two modules: batch and stream.
The batch module is responsible for accessing and processing historical data, and training the
ML model. The stream module is responsible for processing new data and returning predic-
tions through the current ML model. The architecture conditions the batch module to execute

periodically while the stream module runs in real-time.

Figure 18: Architecture for Machine Learning as an online service

historical data

0
" « ©
> V7772 20 . K -

stream

Markov Chains machine learning
module

customer

Decision
Trees
Collab

Filtering

real -time stream

request +

JSON data

Processing
Clustering
Model
Building

batch machine learning
module,

|E| m Mahout

RESTful API

dashboard

Source: Baldominos et al. (2015).

Bundling the ML modules, a REpresentational State Transfer (REST) Application Program-
ming Interface (API) enables users to perform consultations for predictions and analyses. Pre-
dictions operate as immediate requests for the stream module. Analyses occur on-demand as an
individual module (dashboard). Figure 18 shows the architecture’s diagram. Although the pa-
per does not develop new tools or algorithms, the authors conclude that the proposed topology
simplifies data analysis for end users, extracting value from data while abstracting complexi-
ties. Additionally, preliminary evaluations showed encouraging results (BALDOMINOS et al.,
2015).
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Also based on a lambda topology, Batyuk, Voityshyn and Verhun (2018) designed a soft-
ware architecture for monitoring processes in real-time. Aiming at applications that do not re-
quire big data, this architecture creates a local cache persisting recent data, minimizing latency
and reducing complexity. Similarly to Baldominos et al. (2015), the authors propose serving
a REST API for supplying a fast and flexible means of integrating the system to external ser-
vices. Finally, the authors conclude that this design can efficiently extend features of third-party

applications with processes on an operator control level.

Figure 19: Process monitoring applications: (a) architecture diagram; (b) components
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Cerquitelli et al. (2019) discussed the concept of automated triggers for updating ML mod-
els by continuously evaluating their performance with newly labeled data to detect distribu-
tion drifts. In the context of online models, predicting in real-time, model degradation self-
evaluation enables unsupervised maintenance. The alternative is to retrain the model periodi-
cally, which is computationally intensive and less efficient (CERQUITELLI et al., 2019).

To fully automate the process, Cerquitelli et al. (2019) proposed using a quantitave metric
for measuring model degradation. This metric triggers a retraining process after reaching a
predefined threshold — within the risks of possible predicting errors. Figure 20 shows building
blocks of the proposed framework and the results from an experiment conducted by the authors.
In their conclusions, the authors direct future research to propose metrics and improve triggering

mechanisms.

3.2.2.3 Conclusion

This review searched for efficient designs and tools in research publications proposing soft-
ware architectures for supervised ML. A filtering process selected solutions with efficient im-

plementations and clear directions for future research, resulting in 3 papers.
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Figure 20: Measuring model degradation: (a) framework; (b) experimental results
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Considering solutions from filtered works, especially the selected papers, a lambda-based
architecture emerges as an intrinsically efficient topology. Decoupling ML modules between
batch and speed naturally organizes non-recurring model maintenance and time-constrained
predictions. Additionally, wrapping ML processes with a REST API shows promising results.
Existing papers classify the solution as a flexible way of integrating ML with external systems
and returning predictions — while suppressing complexities from users (BALDOMINOS et al.,
2015; BATYUK; VOITYSHYN; VERHUN, 2018).

Ultimately, ML processes — such as preprocessing, training, and optimization — need guiding
rules to achieve a fully automated ML architecture. Cerquitelli et al. (2019) propose triggering
these processes after the model’s performance decreased to a maximum threshold of model
degradation — measured with new data. Nonetheless, there is space for further research by

employing metrics for specific applications, such as imbalanced data.

3.3 Final considerations

After the thorough examination of studies with sampling techniques and ML models, the
results from the systematic mapping in Section 3.1 direct new works to efficient solutions and
design considerations. These aspects are essential for creating a software architecture with a
specific purpose, such as active ML with imbalanced data. In this sense, pairing the specialized
points from imbalanced data solutions with the software topology references from Section 3.2,
the following takeaways and research gaps can be concluded:

* Imbalanced data applications using ML have been increasingly studied, especially since
2019, presenting relevant references in broad domain areas — particularly with sampling
techniques. However, the majority of software development solutions focus on experi-
mental procedures and frameworks, opening a path for new software architectures;

* Lambda-based topologies are an efficient design for ML software architectures since the
three layers have straightforward purposes in ML: batch for processing historical data,

training and optimizing the model; speed (or stream) for processing new data and return-
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ing predictions; and serving for enabling access to the ML capabilities;

REST API is a flexible tool for serving ML and extending data analysis capabilities to
external applications while suppressing complexities from users;

The development of fully automated and computationally efficient ML systems depends
on retraining criteria for maintaining a high-performance by measuring its degradation.
In this context, there is space for further research on new metrics and triggers for dealing
with specific problems — such as data imbalance;

The lack of data from the minority classes is one of the main challenges for imbalanced
data applications. Consequently, cold and warm-up conditions in developing applica-
tions delay reliable model deployment. To overcome this problem, new works can apply
modern high-performance algorithms, such as GAN-based oversampling and ensemble
learning, to evaluate improvements in model reliability and reduce ML systems’ time to
deployment;

Creating a cache and using local storage is a clear path for applications that do not require
big data, minimizing latency and reducing complexity. In this context, undersampling
may enable this feature by reducing required storage;

Oversampling and hybrid sampling for ML achieves encouraging results over different
domain areas;

NN and ensemble models achieve the best performance overall on imbalanced data ap-
plications;

Python, Matlab, and Weka are favorable development tools in imbalanced data applica-
tions since they supply fully implemented resources for preprocessing data and training
ML models.
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4 HEIMDALL

This chapter presents Heimdall, an architecture for online ML through imbalanced data.
The chapter is organized in seven sections. The first one introduces the architecture of the
proposed model and overviews its four layers. Sections 4.2 to 4.5 detail each layer, modules,
and processes. Finally, Section 4.6 outlines potential applications, and Section 4.7 discusses

final considerations on the topology.
4.1 Architecture overview

Heimdall is designed as a service for predictions and analyses requests, based on a lambda
topology — organized with stream and batch processes. The service receives these requests
through an interface with existing external systems, and accesses their databases for training
and maintaining the ML model. Figure 21 presents the proposed architecture based on SAP’s
Technical Architecture Module (TAM) diagram (SAP, 2007). In summary, Heimdall is com-

posed of four layers: data management; storage; ML and evaluation; and interface.

Figure 21: Heimdall’s Technical Architecture Module diagram
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The service interface encapsulates all ML capabilities and serves external systems, provid-
ing predictions and analyses on-demand through REST API requests. The service performs
best by processing predictions in streams and examinations in batches — since evaluations have

considerable changes only after enough new predictions. However, this rule is not mandatory,
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and the service may stream both.

The architecture has two rule-based reactive agents independently monitoring data and de-
ciding when to run processes: Data Manager and Training Controller. By definition, soft-
ware agents are autonomous and aware of their environment, enabling decentralized decisions.
Specifically, reactive agents respond to significant changes and events, hence causing imme-
diate actions (PADGHAM; WINIKOFF, 2004). These characteristics can fully automate ML
maintenance and allow asynchronous batch processing, potentially reducing CPU loads and
improving computational efficiency.

Since synthetic data generation has a high-computational cost, the Data Manager is essen-
tial for deciding when and how to update training data in imbalanced data applications. This
agent uses strict application-based criteria, enabling complex algorithms, such as GAN-based
oversampling. Similarly, the Training Controller improves the ML model performance through
metrics focused on imbalanced data.

Furthermore, the layers for data management, ML and evaluation, and interface contain
modules with separate processing tasks, whereas storage symbolically keeps associated databases.
Technically, both modules and reactive agents correspond to software classes. The next sections

detail these components.

4.2 Data management

The data management layer is responsible for maintaining training data and supervised la-
bels. To accomplish that, the Data Manager monitors historical data from databases and decides

if and how both Labeler and Sampler act.

External systems usually segregate data through two processes: logging and labeling. While
systems log measures and information automatically — periodically or through event-driven
approaches —, labels are commonly classified or validated by human experts. This supervised
learning characteristic creates a delay for performance evaluation since predictions synchronize
with historical data logs (real-time), but data is only labeled afterward. Figure 22 demonstrates
this characteristic, in which the buffer contains unlabeled predictions that are not taken into
account for performance evaluation. Consequently, the buffer size is bigger than the evaluation
sample.

The relationship between logging and labeling databases varies according to the applica-
tion. Applications sharing unique IDs (keys), such as shopping orders, need only direct con-
nections for labeling. However, applications sharing only time series data, such as fault anal-
ysis, require anomaly detection algorithms for labeling data through input variables (logs) and
reported occurrence time (labels) by experts. Hence, the algorithm has to find unusual distur-
bances within input data around the reported time and label the anomaly. Figure 23 illustrates
this phenomenon. In Heimdall, the Labeler is responsible for performing this task — labeling

both buffer and training data, inherited by the Sampler.
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Figure 22: Machine Learning model evaluation delay caused by supervised labels
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Figure 23: Time series anomaly labeling: (a) chart; (b) data
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The Sampler has two main tasks: generating training data and updating the minority sam-
ple. The first one transforms historical data into training data through necessary preprocessing
techniques. For instance, in the case of time series data, the module should label and slice data
through predetermined periods, before and after anomalies.

Data preparation is an essential step for ML — particularly for imbalanced data (MURESAN
etal., 2015). The techniques composing this step depend on the application. For instance, image
preprocessing requires gray scale conversion and data augmentation, while text preprocessing
requires tokenization, stemming and feature extraction. Generally, the fundamental techniques
can be conventionalized as:

* Null data handling: solving raw data inconsistencies due to missing values throughout
instances’ features. Example: removal of instances or imputation of values through cus-
tomized functions, such as mean;

* Dimensionality reduction: reducing the feature space (number of features) while retaining
as much information as possible. Example: Principal Component Analysis (PCA);

* Scaling: scaling numerical attributes to fit within a specified range — usually [0, 1] or
[—1, 1]. Example: min-max scaler;

* Encoding: converting textual classes (labels) into scalar values. Example: label encoder.
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In addition to these techniques, the Sampler sorts preprocessed data between majority and mi-
nority samples before applying sampling techniques.

Following the takeaways concluded in Section 3.3, Heimdall should preferably apply hybrid
sampling or oversampling with complex and CPU-demanding algorithms — such as GAN-based
oversampling. This process results in a balanced relational database divided into: core ma-
jority sample (undersampled or raw); synthetic minority (oversampled); and original minority.
Figure 24a illustrates this process with hybrid sampling.

The update process for new instances initiates filtering new data from existing training data.
After that, it sorts only minority samples for preparation — configured identically to the current
training data. Lastly, the task removes the closest synthetic minority data and adds new original
minority data. Figure 24b shows this process.

Figure 24: Sampler processes flowcharts: (a) training data generation; (b) minority update
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Both training data generation and minority sample update processes depend on triggers from
the Data Manager. This agent’s independence grants training consistency and computational
efficiency — since high-performance oversampling generates high-quality training samples, but
it is not overdone when not necessary. Furthermore, the delegation for labeling the predictions
buffer (supervised labels) also maintains the ML model’s evaluation efficiency.

Moreover, each application may have different rules for managing data. Table 11 generalizes
essential rules to trigger processes from both Sampler and Labeler. Specifically, the Sampler’s

rules can be applied in conjunction. For instance, although periodicity enables generation, the
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Data Manager has to wait for an offline gap. This capability is advised for sampling generation
since this process has high CPU usage. However, the Data Manager should prioritize high-

frequency labeling — and update, if necessary for the application.

Table 11: General rules for Data Manager triggers

Module Sub-process Rule Description
Sampler Generation Delay Pre-defined number or percentage of new labeled
anomalies since the last generation
Periodicity Pre-defined time difference between last generation
and recent historical data
Offline gap External system offline for enough time (mainte-
nance, weekend, ...) to generate training data — calcu-
lated through last generation time and data load
Update Delay Pre-defined number or percentage of new labeled
anomalies since the last update
Periodicity Pre-defined time difference between last update and
recent labeled anomalies
Offline gap External system offline in order to update minority
samples through new labeled anomalies
Labeler Label Delay Pre-defined number or percentage of new labeled
anomalies since last supervised label

Source: Created by the author.

Finally, the data management modules save data locally — minimizing latency and reducing
complexity. These databases, proposed in Section 4.3, are accessed by components of the ML

and evaluation layer, as detailed in Section 4.4.

4.3 Storage

The storage layer represents data saved within processes for maintaining the service. This
data, displayed at each process of Heimdall’s pipeline in Figure 25, is grouped in: training data,
ML model, and buffer.

The features composing each database vary since every application has different inputs and
parameters. However, in order to accomplish Heimdall’s purpose and allow the processes de-
tailed in Sections 4.2 and 4.4, these databases have minimally essential features. Table 12

describes these features by group, database and type — based on Python data types.
4.4 Machine Learning and evaluation
The ML and evaluation layer has four main tasks: training the ML model through data

maintained by the data management layer; making predictions for new data; evaluating the

model’s performance; and creating analyses to validate predictions and training data. These
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Table 12: Heimdall databases’ essential features

Group Database Feature Type Description
DT datetime Date and time of occurence
ID int, str Identifier (key)
Training  Inputs* float Preprocessed input variables
data Label int, str Supervised label (or class)
Synthetic bool If instance is artificially generated
Train bool If instance is used in training
StartDT datetime Start date and time of training
TrainTime datetime Training time from StartDT
SampleSize int Number of instances
LabelRatios* dict Proportion of each label
. . Optimize bool If optimized, else retrained
Historical : -
Model str Trained algorithm
ML metadata = ; - =
Model Hyperpar int, float Algorthm s hyperparameters
ProbThr float Optimized probability threshold
CVPar* int, float  Cross-validation parameters
Metrics* float Trained model’s CV results
BPI float BPI (Equation 4.1)
Scaler object Trained scaler object
Model object Trained ML Model object
DT datetime Date and time of rep. occurence
ID int, str Identifier (key)
Buffer Prediction int, str Predicted label
Label int, str Supervised label

* indicates multiple features, represented as one due to sharing the same description
Source: Created by the author.

tasks are executed by the four corresponding modules from Figure 21 — Trainer, Predictor,

Evaluator, and Examiner.

Similarly to the data management layer, ML and evaluation has an agent, named Train-
ing Controller. This agent monitors training data and the model’s performance to decide if
and how the Trainer acts. In contrast to the basic pipeline from Figure 9 and to the real-time
ML architecture from Figure 18, the inclusion of these reactive agents optimizes processing
efficiency through automated triggers — as suggested by Cerquitelli et al. (2019). Figure 25 il-
lustrates Heimdall’s pipeline for ML and evaluation through training data and supervised labels
maintained by the data management layer. Additionally, this figure shows the interface with an

external system — following the TAM diagram in Figure 21.

The learning process, performed by the Trainer and, uses local training data. Following the
conclusions from the systematic mapping for ML in imbalanced data applications (Section 3.1),
the architecture should preferably apply NN or ensemble models to achieve good results. Ad-

ditionally, the Trainer can use different approaches and technologies:

* Standardization: selected model through Exploratory Data Analysis (EDA) and iterations
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Figure 25: Heimdall’s pipeline and data flow
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between different models;

* Application-specific: model specifically developed for the application in previous or re-
lated works — such as the QSAR-based FP2VEC for learning molecular properties (LEE;
KIM, 2020);

* Optimization: dynamic adjustment of the ML model hyperparameters to improve the
objective function composed by the performance metrics of interest — such as grid search
(Figure 8);

* Auto ML: automated iterations between different models and optimization of their hyper-

parameters.

Auto ML has growing research interest and potentially good results — even outperform-
ing human data scientists within training time or performance in some cases (HANUSSEK;
BLOHM; KINTZ, 2020). However, once the best model is selected, this iterative process is
more time-consuming and may create unpredictable performances due to model variability.
Nonetheless, developers with less modeling experience or data knowledge could benefit from
prototyping with this technology before deploying it to Heimdall.

In contrast, standardized and application-specific models coupled with optimization algo-
rithms favor the proposed architecture by producing stable performance metrics and training
times. The Trainer saves these measurements for every trained model into the historical meta-
data database, allowing future analyses. Firstly, stable performance metrics enable the valida-
tion of the model’s continual improvement at every training. Secondly, stable training times

support more accurate estimations for the Training Controller.

When optimizing the model, the Trainer iterates through hyperparameters and cross-validates

the model to calculate generalized performance metrics. Since imbalanced data has dispropor-
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tionate samples for each class, the Trainer uses the stratified k-fold cross-validation — preserving
the IR. Additionally, the cross-validation uses the same predefined parameters from previous
models.

Subsequently, the training process searches for the best probability threshold — described in
Section 2.2.1 — to maximize recall and precision within possible, according to the application
priorities. Instead of using the F-Measure or standard AUC of probability curves, this study
proposes a new metric for imbalanced data, called Balanced Performance Indicator (BPI), for
the objective function. This metric calculates the weighted arithmetic mean between recall and

precision. Thus,
_a-rec+ 3-pre

a+p

where: rec is the recall; pre is the precision; « is the recall weight; and f is the precision

BPI(«, ) ,€10,1] 4.1

weight.

The BPI allows flexibility for solving the applications’ priorities by analyzing PR trade-offs.
For instance, if the application detects faults in power systems, there is a high cost for FNs —
so it is preferable to weigh more on recall than on precision. Alternatively, if the application
detects fraudulent transactions, it is best to avoid overloading and delaying clients by reducing
FPs — weighing more on precision. If a fraud is not detected, the client reports it, and the model
improves in future training data updates. Figure 26 illustrates the flexibility of BPI, prioritizing

precision over recall and achieving better results than the standard probability of 0.5.

Figure 26: Balanced Performance Indicator’s flexibility: (a) probability threshold curve; (b)
standard Precision-Recall curve
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Source: Created by the author.

The Training Controller delegates the training process by monitoring three sources: training
data, historical metadata, and buffer evaluation. In conjunction with analyses of these sources,
this agent’s independence guarantees training efficiency and reduces model degradation. Sim-

ilarly to the Data Manager, each application may have different rules for training a model.
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Table 13 generalizes essential rules to trigger the Trainer. Ideally, if the application has pro-

cessing restraints, delay, degradation, and periodicity should wait for an offline gap.

Table 13: General rules for Training Controller triggers

Module Process Rule Description
Trainer Training Delay Pre-defined number or percentage of new minority in-
stances since last training
Degradation Pre-defined negative variation in the model’s evaluation
Periodicity ~ Pre-defined time difference between recent training data
and the historical metadata time period
Offline gap  External system offline for enough time (maintenance,
weekend, ...) in order to train a new model

Source: Created by the author.

In general, the complete training process — with optimization — should only be commanded
by the Training Controller when the model’s performance degraded below a significant thresh-
old. Delay and periodicity avoid model degradation by fitting (retraining) the current model
with new training data generated by the Data Manager. Otherwise, no trigger should be gener-

ated since the current model retains acceptable performance. Figure 27 illustrates this process.
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Training times generally vary according to the selected ML algorithm, number of features,
and sample size. For instance, the time complexity for SVM regression is O(n, - ng,”), where
2 < p < 3 (SCIKIT-LEARN, 2021). However, since the Trainer saves the trained models’ his-
torical metadata, detailed in Section 4.3, the training time can be estimated through regression
from previous models — enabling the projection of adequate offline gap periods.

The Predictor loads the currently trained model in Random-Access Memory (RAM) for
predicting the output of new streamlined data — returning REST API requests (Section 4.5).
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Moreover, this module verifies the current model by accessing historical metadata and reloads
if the Trainer updates the model. By default, this verification happens at every new prediction,
but high-frequency applications can benefit from low-frequency accesses.

After the prediction for a new instance is processed, the Predictor returns it for the external
system through the REST API. Additionally, the module appends all predictions to the buffer —
subsequently labeled by the Labeler, maintained by the data management layer. As illustrated
in Figure 22, only labeled predictions compose the evaluated buffer.

Similarly to the Trainer’s continual improvement method, the Evaluator applies stratified
k-fold cross-validation or stratified train-test split to obtain performance metrics and calculate
the buffer’s BPI through Equation 4.1. This result feeds the Training Controller. Finally, the
Examiner uses training data, historical metadata, and buffer to generate summaries and charts
on the stored data via REST API requests.

4.5 Interface

The interface layer has the task of serving requests for predictions and analyses. This layer is
composed of a REST API, enabling the external system (client) to access Heimdall’s resources
(server) on-demand. Consequently, these systems can extend their functionalities with artificial
intelligence resources without any internal ML developments.

Specifically, this topology enables external systems to automatically stream newly logged
data to Heimdall, benefiting from online prediction responses for real-time applications. More-
over, these systems can request the Examiner’s analyses in batches, allowing periodical valida-
tions — such as model degradation, current performance, and buffer delay. Finally, the REST
API approach facilitates a flexible, fast, reliable, and widely-accepted interface (BALDOMI-
NOS et al., 2015; BATYUK; VOITYSHYN; VERHUN, 2018).

4.6 Applications

Heimdall is an architecture with the potential to be applied in any application from the five
domains in Table 7 — mapped in Section 3.1. Namely, these applications could add a client to
the available management system for accessing Heimdall’s resources. Some of the potential
applications are:

* Health: disease detection and prognostic in hospital and exam management systems;

* Finance: fraud and risk evaluation in corporate and banking systems;

* Engineering: fault detection in machines, systems, and industrial plants;

* Biology: classification in research facilities and laboratories;

* Software: data and source code analyses in software companies.

Furthermore, other applications implemented in systems with enough development flexibility —

to access Heimdall’s REST API — and processing power could benefit from this service.
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Ultimately, Heimdall encompasses rulesets and best practices described in previous sec-
tions. In this sense, new imbalanced data applications can ensure good performance and effi-
ciency by employing the best sampling techniques and ML models from related domains — such

as the ones analyzed in Section 3.1.3.7.

4.7 Final considerations

This chapter detailed Heimdall, an architecture for online ML through imbalanced data. The
architecture stands out from related works by proposing new strategies centered on improving
performance in imbalanced data applications — such as a new performance metric and minority
sample data management. In addition, Heimdall applied research conclusions and efficient
features from reviews of related works (Section 3.3). Table 14 compares key characteristics

from related works (Sections 3.2.1 and 3.2.2) in relation to the proposed architecture.

Table 14: Comparison between Heimdall’s and related works’ solutions
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Focused on imbalanced data XX | XXX X
Designed as an architecture X X | X | XX
Lambda-based architecture for ML X X | X X
Local storage XX | XX X X
Handles time series data XXX X X
Preprocesses with sampling techniques | X | X X
High-performance oversampling X
Training data monitoring X
Neural Networks or ensemble models XX X
Analyzes probability curve X X
Online service with REST API X | X X
Model degradation monitoring X X | X
Rule-based active learning X X | X
Reactive agents for automation X
Balanced Performance Indicator X

Source: Created by the author.
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To sum up, Heimdall stands out through the following key aspects:

Architecture designed as an online service for imbalanced data applications, extending

artificial intelligence functionalities to a wide range of existing systems;

Local storage for fast data access and implementation simplicity;

Processing capabilities for both ID and time series-only relational databases;

Full automation through two rule-based reactive agents, responsible for independently

monitoring data changes and model degradation, as well as triggering processing pipelines;
High-performance in imbalanced data applications through complex sampling algorithms,

potentially enabling earlier deployment — in warm-up conditions;

Performance enhancement through probability threshold optimization and a novel metric

(BPI) as the objective function.
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S EXPERIMENTAL EVALUATION

This chapter presents the experimental evaluation of a prototype based on Heimdall. The
evaluation focuses on incrementally enabling proposed functionalities through five scenarios,
validating their improvements to systemic efficiency and performance in one severely imbal-
anced data application. Consequently, analyzed results show the efficiency of the proposed
architecture for active learning in imbalanced data.

Section 5.1 details the application and selected dataset. Section 5.2 presents the testing
methodology, describing the developed prototype’s functionalities, components extracted from
Heimdall, and test configurations to obtain results. Subsequently, Section 5.3 analyzes test re-
sults, comparing them to baseline architectures and related works. Finally, Section 5.4 discusses

final considerations on the experimental evaluation.

5.1 Application and dataset

As indicated in Section 3.1.3.2, finance is one of the most studied domains with imbalanced
data applications. One of these applications is credit card fraud — a highly imbalanced binary
classification problem where most transactions are legitimate (not fraudulent).

With the advancement of digitalization and utilization of internet technology in banking in-
stitutions, credit card transactions increase significantly from a wide range of payment channels
— such as physical stores and e-commerce. Consequently, credit card fraud poses a grave finan-
cial issue (ITOO; MEENAKSHI; SINGH, 2020). The literature usually refers to solutions for
this problem as Credit Card Fraud Detection (CCFD) or CCFD Systems (CCFDS).

A systematic review of CCFD by Priscilla and Prabha (2019) analyzed evaluation metrics,
ML models, tools, and datasets. The most used public dataset has been provided by a research
collaboration within the Université Libre de Bruxelles (ULB), accounting for 37.5% of mapped
works. The ULB-CCFD dataset compiles transactions made by European credit cardholders in
September 2013 (ULB, 2018).

Highly imbalanced, the ULB-CCFD dataset contains 492 frauds in 284,807 transactions.
Therefore, frauds account for 0.173% of all transactions, resulting in an IR of approximately
1:579. Whereas payment-processing companies like MasterCard® track multiple features —
such as transaction size, location, time, device, and purchase data (ALTEXSOFT, 2021) —, ULB
renamed the dataset’s features due to confidentiality issues. In addition, the university prepro-
cessed the dataset with a PCA transformation, reducing feature space and showing only numer-
ical input (V1, V2, ..., V28). As a result, the dataset contains only the 28 transformed variables,
the time elapsed between each and first transaction, and the amount paid (ULB, 2018). Fig-
ure 28 illustrates the numerical data distribution for PCA features, and scaled time and amount.

Thus, the implementation of the present study selected the ULB-CCFD dataset for the fol-

lowing reasons: real-life data; a reasonable amount of instances; extremely low IR; and a sub-
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stantial quantity of related works with standardized preprocessing — due to the built-in PCA.

Figure 28: Box plot of PCA features, Scaled Amount (SA) and Scaled Time (ST) for each class
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5.2 Testing methodology

Following the takeaways from Section 3.3, a CCFDS prototype was developed in Python,
applying resources from various third-party packages distributed by the Anaconda platform',
such as pandas, sklearn and tensorflow. Each processing layer from Heimdall contains the
corresponding modules and reactive agents as classes with necessary methods and attributes.
Conversely, the storage layer consists of Python objects (ML model and scaler) and relational
databases — such as training data, buffer, historical metadata and evaluations.

In addition to the CCFDS, a test environment developed in a Jupyter Notebook acts as an
external system — connecting to Heimdall’s interface and streaming new data to detect fraud-
ulent transactions and requesting analyses focused on performance evaluation for this study’s
purposes.

The test algorithm extracts and streams 30 samples from the ULB-CCFD dataset to validate
performance over time and deployment in warm-up conditions (BARATA et al., 2021). This
number simulates the 30 days from the recorded data (September 2013), corresponding to an
average of approximately 9493 instances and 16 frauds within daily transactions. Furthermore,
the test creates a 1-day delay between the streaming and labeling to account for expert labeling

or deficiencies in the process. Figure 29 illustrates data flow throughout the test.

Thttps://www.anaconda.com/
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Figure 29: Daily samples throughout the evaluation of performance over time
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Specifically, the test evaluates the effect of Heimdall’s essential functionalities on CCFDS’s
performance by incrementally enabling them and creating different scenarios — shown in Ta-
ble 15. These scenarios collect results for classification metrics and processing time throughout
the daily data flow (Figure 29), evaluating performance through buffer data. Since prelimi-
nary results of scenarios 3 to 5 yielded mostly perfect performance scores through only cross-
validation, the prototype’s Trainer segregates currently labeled data into stratified (similar IR)
train-test sets of the standard 70-30% size, respectively. The train set goes through preprocess-
ing for learning, while the test set is saved as the initial buffer — which grows in size after each

daily stream of transactions through the REST API. Figure 30 summarizes this procedure.

Table 15: Evaluation Scenarios: S1-S5

Scenario 112(314]|5
Standard ML X | X
Hyperparameters optimization through BPI XXX [X X
Standard oversampling X | XXX
Probability threshold optimization through BPI X[ X[ XX
Ensemble ML X | XX
Data Manager & Training Controller X | X
High-performance oversampling X

Source: Created by the author.

In addition to the performance over time, a second script tests the overall performance for
the configuration from each scenario applying to the entire ULB-CCFD dataset — using the same
stratified train-test split characteristics from Figure 30. These results are compared between one
another and against best-performing models in related works — mapped by Priscilla and Prabha
(2019).

Complying with the preferences for sampling and ML in the finance domain (Section 3.1.3.7)
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Figure 30: Testing data procedure for performance over time and overall
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and in CCFDS (PRISCILLA; PRABHA, 2019), the tests apply the following techniques and
models: SMOTE for standard oversampling; CGAN for high-performance oversampling; LR
for standard ML; RF for high-performance ML (ensemble). A preliminary EDA defined the
ML model’s hyperparameters iterated in a grid search optimization.

Moreover, the CCFDS prototype respects the following premises to evaluate improvements

in performance and efficiency:

e Admissible results (S1-S5): labeled data must contain at least 50 anomalies (frauds) to
allow admissible results — achieved on day 3 due to the 1-day delay, as illustrated in
Figure 29. Since training data is split into train-test (70-30%), this premise requires at
least 15 frauds in the buffer to evaluate performance properly;

* Baseline architectures (S1-S3): periodical execution of basic ML pipelines (data prepro-
cessing and ML model training), with hyperparameter optimization and standard proba-
bility threshold (fixed at 0.5), every 3 days (update);

* Probability threshold optimization (S2-S5): wrongful fraud predictions must not delay
cardholders. Therefore, the CCFDS must prioritize the mitigation of FP, weighing more
on precision without sacrificing recall — hence, varying the probability threshold for a BPI
with 8 > « for Equation 4.1. Definition: 8 = 8 and o = 6;

* Data management (S4-S5): the Sampler must generate new training data only if labeled
data accumulated 7% more frauds than current training data (delay) — following Table 11;

* Training control (S4-S5): the Trainer must only retrain the model if the Evaluator mea-
sured a 1.5 — 3% drop in BPI (degradation) — following Table 13 and Figure 27. Addi-
tionally, the Trainer must train and optimize the model if the Evaluator measured a drop
higher than 3% in BPI (degradation) or if 7 days have passed since the last optimization
(periodicity).

As a result, collected data from the testing environments, presented in Section 5.3, enable

the answer to questions such as: does high-performance oversampling and ensemble learning

enable deployment in warm-up conditions? Are reactive agents efficient for ML automation?
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Compared to periodically trained ML models, what are the advantages of a fully automated
architecture? Is Heimdall a perceptive solution to implement ML applications with imbalanced

data for online prediction?

5.3 Results and discussion

Following the principles defined by He and Ma (2013), one of the main imbalanced data
issues is absolute rarity. Therefore, historical analysis of performance over time enables con-
clusions on time to deployment — specifically at a stage of warm-up conditions, when there are
few labeled data (BARATA et al., 2021). Hence, the test environment for performance over

time, described in Section 5.2, registered analyses for each streamed sample.

Accordingly, Figure 31 presents performance metrics recorded throughout the evaluation of
each scenario, as well as triggers for the most computationally costly processes — training data
generation by the Data Manager and model training by the Training Controller. The figure
represents data generation as “DM Sample” and divides model training into “TC Optimize” or
“TC Retrain”, following the premises described at the end of Section 5.2 and decision from the

flow chart in Figure 27. In addition, Figure 32 isolates BPI over time for tested scenarios.

The first 3 scenarios (S1-S3) simulated results with a baseline solution, applying standard
oversampling and ML model with periodical updates every 3 days. Specifically, scenarios 1 and
2 were more susceptible to variations since they employed a simpler ML model (LR). Conse-
quently, Figure 31 shows that these models started with performance metrics superior to those
in later evaluations — which stabilized around the 11th day. These results occur due to a higher
concentration of frauds within the first third of the ULB-CCFD dataset, illustrated through
the IR in Figure 33a. The changes within dataset characteristics also validate the foundation
of continuous performance monitoring in order to adapt models after instance space changes
(HAPKE; NELSON, 2020).

While S2 presented only a slight advantage in performance compared to S1, this difference
induces relevant improvement for the application. Particularly in the case of imbalanced data,
the 3% variance in average BPI improved the balance between precision and recall — reduc-
ing total FP by 26%, consequently decreasing credit card disruptions and user friction, one of
the main concerns for CCFD. Additionally, every metric improved their average performance.
However, the improvement came at a cost in processing time. While S1 spent an average of 4
minutes in training, S2 spent 203% more time, at approximately 11 minutes. Table 16 presents
processing time and average performance metrics throughout S1-S5.

Hence, S2 ascertains a cost-effective functionality for imbalanced data: probability thresh-
old optimization. This technique achieved interesting results in improving a targeted perfor-
mance metric — especially BPI, improving average precision by 25% while retaining other met-
rics. However, even though probability threshold optimization enhances solutions for imbal-

anced data, the standard ML model LR could not achieve acceptable performance (BPI > 0.8)
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Figure 31: Performance metrics and agents’ triggers over time for tested scenarios
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in extremely low IR applications. Namely, scenarios 1 and 2 achieved their higher BPIs, be-
tween 0.5 < BPI < 0.6, only in the first 4 days — when I R > 0.25% (Figure 33a). Addition-
ally, the exposure to changes in data characteristics created a high variability in results — which

is noticeable generally through the box plots of Figure 31 and standard deviation in Table 16.

Figure 32: Comparison of BPI over time for tested scenarios
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In contrast, scenarios 3 to 5, applying ensemble learning through RF, achieved BPI > 0.8
throughout the entire month — even at the lowest IR (0.173%) on day 31. As expected from the
systematic mapping in Section 3.1, ensemble ML added processing complexity in S3, causing
a 110% increment in average training time against S2. Nevertheless, applying the preferred
sampling and ML from the finance domain with probability threshold optimization significantly
improved targeted performance metrics in S3. For instance, BPI and F-Measure, measures of
PR equilibrium, enhanced an average of 91% and 302%, respectively. The upgrade occurred
primarily due to a 622% average increase in precision, sacrificing recall with a slight decrease
of 8%.

Figure 33: Data characteristics over time: (a) Imbalance Ratio; (b) fraudulent transactions
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Interestingly, S3 allows the examination of a general decay in performance after periodical
updates every 3 days — through data generation and model training. Even though the update
interval is low, there is high variability in performance within each period of Figure 31. This

variability can also be seen through the high standard deviation in Table 16.

Table 16: Analyses of performance metrics and processing times for S1-S5

Analysis Metric Scenario
3 4
BPI 0.87736 | 0.87223
G-Mean 0.90931 | 0.90056
Average Precision 0.91477 | 0.91781
performance Recall 0.82749 | 0.81146
ROC-AUC 0.91365 | 0.90565
F-Measure 0.86065
Accuracy 0.99947 | 0.99945
BPI 0.03405 0.03251 | 0.02662
G-Mean 0.01789
Standard Precision 0.03899
deviation in | Recall 0.03448
performance | ROC-AUC
F-Measure 0.03164 | 0.02557
Accuracy
Average Data generation | 00:00:06 | 00:00:05 00:00:06
time Training 00:11:26 00:12:46
Total Data generation | 00:01:01 | 00:00:47 00:01:05
time Training 01:54:21 | 04:00:07 | 02:07:36

Source: Created by the author.

The inclusion of the reactive agents Data Manager and Training Controller in S4 enabled
automated triggers for data generation and model training. Hence, negative changes in perfor-
mance were quickly dealt with by Training Controller. As a result, the variability decreased by
approximately 20% for every performance metric compared to S3 — while maintaining roughly
the same average performance.

The automated triggers in S4 show the importance of real-time monitoring of newly labeled
data and performance metrics. When the fraud rate increased rapidly, changing IR between days
3-13 and 16-19 (Figure 33a), the frequency of “DM Sample” triggers increased at a maximum
of every 2 days. Conversely, when the IR stabilized and labeled data did not accumulate 7%
more frauds, data generation awaited for even 4 days without regenerating training data. The
triggering behavior and performance results due to the inclusion of both reactive agents show
that their governance enables Heimdall to withstand drastic changes in instance space.

Additionally, the Training Controller also prioritized retraining over optimized training ev-
ery time by triggering “TC Retrain” when perceiving a 1.5 — 3% drop in BPI, anticipating a

superior decrease and preventing the need for the computationally expensive process. Training
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triggers also concentrated within the first 3 weeks, when data characteristics changed the most.
However, after day 19, the agent only triggered “TC Optimized” due to the periodicity premise
of an optimization every week (after 7 days).

On the whole, the results from process automation through the proposed reactive agents in
S4 indicate extensive gains in efficiency for the CCFDS:

* Similar average performance to S3;

* Increased performance stability through lower standard deviation than S3 and previous

scenarios;

* Decreased total processing time, in data generation and training, by 47%;

» Adaptive efficiency of performance to processing time — decreased in warm-up conditions
by frequently triggering data generation and model training to achieve acceptable perfor-
mance, and increased by reducing triggers in hot conditions, when labeled data stabilized
instance space.

After increasing efficiency through reactive agents in S4, replacing standard oversampling
(SMOTE) with high-performance oversampling (CGAN) yielded even better results in S5. This
sampling technique increased average BPI and precision by approximately 1.5% and 3.5%,
respectively, sacrificing recall by 1.4%. However, as expected from the literature, these re-
sults come with a significant computational resource cost, as suggested by Vargas et al. (2022).
Namely, the total data generation time took almost 22 hours, increasing by 118, 395% compared
to S4.

Comparatively, the conjunction of standard sampling with ensemble learning (S3) stands for
excellent results — achieving better stability and efficiency when controlled by reactive agents
(S4). In contrast, combining high-performance oversampling with ensemble learning (S5) pro-
duces the best results and stability overall, even in warm-up conditions. Hence, if data genera-
tion time meets the offline gap or if the associated processing load does not impact the external
system, high-performance oversampling provides a straightforward path for better results.

Moreover, in addition to the analysis over time, Table 17 compares overall results from the
tested configurations in S1-S5 against best-performing models mapped by Priscilla and Prabha
(2019) using the whole ULB-CCFD dataset. These tests apply the same strategy of 70-30%
stratified train-test split with 5-fold cross-validation. S4 was not tested since it has the same
configuration as S3, adding reactive agents to independently govern processes over time.

Table 17 shows a common problem in related works: using ROC-AUC or accuracy as an
objective metric for imbalanced data, ignoring the importance of the equilibrium defined for
precision and recall. Ultimately, the evaluation of 3 studies considered several metrics and
visibly favored precision over recall, consequently reducing FP (AWOYEMI; ADETUNMBI;
OLUWADARE, 2017; FIORE et al., 2019; RAZA; QAYYUM, 2019). These works corroborate
the importance of evaluating the most meaningful metrics for improving imbalanced datasets
(JIANG et al., 2019).

In this environment, Heimdall’s S2 shows the importance of probability thredhold opti-
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Table 17: Performance comparison between tested configurations and related works
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mization more visibly, achieving a 47% increase in BPI by increasing precision five-fold and
sacrificing recall by 53%.

Two of the best-performing related works comply with the findings for the finance do-
main (Section 3.1.3.7) — applying GAN oversampling and a DL model (FIORE et al., 2019),
as well as ensemble learning (RAZA; QAYYUM, 2019). However, the best result claimed
by related works does not describe the hybrid sampling techniques, impairing further analysis
(AWOYEMI; ADETUNMBI; OLUWADARE, 2017).

Finally, Heimdall’s tested configurations presented increasingly better results from scenar-
ios 1, 2, 3, and 5. While S3 achieved an acceptable performance, S5 achieved the best per-
formance overall, combining the best takeaways from reviewed works (Table 8) and apply-
ing high-performance oversampling with ensemble learning. These results are comparable to
the best-performing related works (AWOYEMI; ADETUNMBI; OLUWADARE, 2017; RAZA;
QAYYUM, 2019).

To sum up, answering the questions posed at the end of Section 5.2, high-performance
oversampling and ensemble learning do enable deployment in warm-up conditions. In fact,
even ensemble learning with standard sampling can achieve acceptable results. However, it
is essential that the frequency of training under these conditions must be higher than in hot
conditions.

In this sense, the proposed reactive agents (Data Manager and Trainer Controller) introduce
a flexible solution for efficiently automating CCFDS processes — increasing processing in warm-
up conditions and later maintaining performance within predefined ranges. In addition to the
flexibility of rule-based agents, Heimdall solutions applied to CCFD presented prime and stable
results throughout tests over time and when compared to related works. Thus, Heimdall offers
an excellent set of solutions for imbalanced data applications, tested for CCFD in an extremely
low IR.

5.4 Final considerations

This chapter detailed the implementation of test environments based on Heimdall (Sec-
tion 5.2) focused on evaluating the architecture and novel proposed features, as well as com-
paring results of proposed practices against related works (Section 5.3). Hence, the evaluation
applied a well-known and highly imbalanced dataset for CCFD — explored in Section 5.1.

Ultimately, the results from Heimdall’s experimental evaluation validate the following as-
sertions:

* Performance over time is an important method to validate performance of ML solutions
in imbalanced data applications, specially in warm-up conditions — when there are few
labeled anomalies and the IR changes considerably;

* The combination of high-performance oversampling and ensemble learning yields the

best results for imbalanced data overall. However, the efficiency of performance to pro-



88

cessing power is much greater for ensemble learning — producing excellent results even
when combined with standard sampling techniques;

Probability threshold optimization can significantly improve a ML model’s performance.
Incidentally, BPI (Equation 4.1) proved to be a flexible indicator to measure and bal-
ance PR according to the application’s priorities within this optimization — as opposed to
standard metrics in related works;

Automating ML pipelines through the 2 proposed reactive agents, responsible for in-
dependent governance of data and learning — Data Manager and Training Controller,
respectively —, attains adaptive efficiency. Consequently, these agents produce better and
more stable performance by sacrificing efficiency in warm-up conditions, and maintaining
excellent performance and efficiency in hot conditions;

Heimdall is a resourceful architecture to implement online prediction systems in applica-
tions suffering from data imbalance. The functionalities and rulesets proposed in Chapters
4 and 3, partially tested in Section 5.2 and analyzed Section 5.3, present excellent results

over time and indicate a promising pathway for future developments.
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6 CONCLUSION

In a time of rapid technological growth and data availability, ML plays a significant role
in process automation. However, a large proportion of real-world problems suffer from data
imbalance, impairing their capacity to apply ML solutions.

Hence, this dissertation introduced Heimdall, an architecture for online ML through imbal-
anced data. The proposed architecture closes current research gaps, proposing new function-
alities and compiling a set of good practices for developing real-time ML systems to solve the
imbalance problem through sampling techniques.

This study began by presenting a theoretical background on imbalanced data and super-
vised ML, laying the foundations for each subject. Subsequently, this work performed three
literature reviews on the subjects. The first review systematically mapped the state of the art
on sampling techniques and ML models for imbalanced data applications of various domain
areas — investigating their performance and domain preference, defining new taxonomies, and
compiling lessons learned for new solutions. The last two reviews searched for software ar-
chitectures focused on active learning from imbalanced data and efficient supervised learning
designs, gathering relevant functionalities.

In effect, Heimdall unified the essential concepts from reviewed architectures and detailed
a set of rules and algorithms for imbalanced data applications. In addition, the proposed archi-
tecture innovated from existing research by proposing a new indicator (BPI) and two reactive
agents to guide and optimize active learning through imbalanced data. After verifying their
contribution separately, the combination of these three novel functionalities proved to signif-
icantly improve the prototype’s performance in comparison to related works and enable fully
automated pipelines through adaptive efficiency — producing better and more sable performance
by sacrificing efficiency in warm-up condition, and later maintaining excellent performance and

efficiency in hot conditions.

6.1 Contributions

This dissertation has the following main scientific contributions:

* Consolidation of best practices in sampling techniques and ML models in imbalanced
data applications, as well as topologies and functionalities of software architectures for
online learning systems — based on literature reviews;

* BPI: a flexible metric to evaluate a ML model’s performance in imbalanced data — focused
on balancing PR according to the application’s needs and further enhancing probability
threshold optimization;

* Adaptive efficiency: a strategy for ML automation through two reactive agents indepen-
dently managing data and ML according to predefined rulesets — enabling better and more

stable performance by sacrificing efficiency in warm-up conditions, and maintaining ex-
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cellent performance and efficiency in hot conditions;

* Heimdall: an architecture for ML in imbalanced data, compiling consolidated best prac-
tices, probability threshold optimization through BPI, data and model governance through
reactive agents, among other functionalities to extend artificial intelligence capabilities
for existing systems.

Hence, this dissertation is a valuable reference for future online ML systems through imbal-

anced data of any domain area — integrating state of the art and novel proposed solutions.

6.2 Future works

While the ULB-CCFD dataset enables fair comparisons to related works and the CCFDS
tests focus on evaluating the solutions for ML with imbalanced data proposed in Heimdall,
specifically the most innovative — such as BPI and reactive agents —, only some of Heimdall’s
functionalities have been implemented. The proposed architecture describes several preprocess-
ing and ML algorithms that would significantly improve online predictions in imbalanced data
applications with raw datasets.

In this sense, Heimdall presents opportunities for future works by implementing the archi-
tecture and rulesets defined in this research to solve real-world problems explored in all domains
of Section 3.1.3.2. For instance, Supervisory Control And Data Acquisition (SCADA) systems
could apply time series processes, such as anomaly labeling (Figure 23), and outsource complex
analyses through the Examiner.

Additionally, new works could improve upon the evaluation of performance over time by
expanding the analyzed time horizon and exploring data flow in smaller streams or batches. The
current work was limited to sending daily batches due to implementation time constraints, as
well as due to the dataset’s size and IR. Moreover, efficiency of performance over time could
be improved through the application of intelligent multi-agents, rather than rule-based reactive
agents.

The proposed topology is highly efficient for local applications — such as SCADA sys-
tems. However, future works could expand on this research’s findings by generalizing for dis-
tributed/cloud systems.

Finally, the literature reviews from Chapter 3 encompassed works mostly up to 2021 in
accordance to the dissertation’s progress. Nevertheless, the advances and accelerated interest
in generative artificial intelligence applications after 2021 may yield new solutions applying

high-performance oversampling, such as GAN and its variations.

6.3 Publications

The studies for this dissertation currently produced two research papers. The first, published

in the journal “Knowledge and Information Systems”, surveying works on sampling techniques
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for ML with imbalanced data (VARGAS et al., 2022). The second, proposing Heimdall and
evaluating the prototype described in this dissertation, submitted to the same journal. Hence:
1. VARGAS, V. W.; ARANDA, J. A. S.; COSTA, R. S.; PEREIRA, P. R. S.; BARBOSA, J.
L. V. Imbalanced data preprocessing techniques for Machine Learning: a systematic map-
ping study. Knowledge and Information Systems. ISSN 0219-3116. Status: published in
09/11/22. DOI: https://doi.org/10.1007/s10115-022-01772-8.
2. VARGAS, V. W.; ARANDA, J. A. S.; COSTA, R. S.; PEREIRA, P. R. S.; BARBOSA,
J. L. V. A software architecture for online Machine Learning in imbalanced data appli-
cations. Knowledge and Information Systems. ISSN 0219-3116. Status: submitted in
23/09/23.
The subsequent step for this research consists of adapting the developed prototype for online
power system fault prediction (engineering domain) in a real-world SCADA for distribution sys-
tems — applying short circuit and power flow simulations for high-performance oversampling,
a research gap explored in Section 3.1.3.4.
In addition to the dissertation research, the author supported the publication of three more
papers:
1. ARANDA, J. A. S.; COSTA, R. S.; VARGAS, V. W.; PEREIRA, P. R. S.; BARBOSA,
J. L. V.; VIANNA, M. P. Context-aware Edge Computing and Internet of Things in
Smart Grids: A systematic mapping study. Computers and Electrical Engineering. ISSN
0045-7906. Status: published in 02/03/22. DOI: https://doi.org/10.1016/j.compelece-
ng.2022.107826.
2. COSTA, R. S.; ARANDA, J. A. S.; VARGAS, V. W.; PEREIRA, P. R. S.; BARBOSA,
J. L. V.; VIANNA, M. P. Data Analysis Techniques Applied to Distribution Systems: A
Systematic Mapping Study. Electric Power Components and Systems. ISSN 1532-5016.
Status: published in 13/02/23. DOI: https://doi.org/10.1080/15325008.2023.2175927.
3. ARANDA, J. A. S.; COSTA, R. S.; VARGAS, V. W,; PEREIRA, P. R. S.; BARBOSA, J.
L. V.; VIANNA, M. P; SILVA, E. L. M. OntoFreya: A Power distribution ontology for
electric metrics classification. Applied Ontology. ISSN 1570-5838. Status: submitted in
19/05/23.
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